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A B S T R A C T

Encryption has been essential to protect modern systems and services. It became the security foundation of
databases, payment systems, cloud services, and others. Cryptography enabled the creation and validation of
digital signatures, where the protection of the private key is very important to prevent false signatures. Cryptocur-
rencies rely on this mechanism.

Crypto wallets hold private keys used to sign transactions and prove ownership of a digital asset. These have
to keep the private key secure, but accessible to its owner, as it may be needed frequently. With the increasing
number of decentralized web applications that interact with a blockchain, this subject has become more prevalent,
as they usually require frequent signatures from the user.

The mass adoption of cryptocurrencies by non-technical users urged the creation of crypto wallets that are
secure but prioritize usability. Some of these are hosted services that store the private keys in their servers
and others are non-hosted, where the user is responsible for storing it. When implemented as a browser plugin,
these wallets allow the user to seamlessly interact with a web application. The rise of cloud technology brought
forth multi-signature on the cloud, by combining different cloud services owned by the user. These give the user
control of his private key and are less vulnerable to cyber attacks.

In this work, it is presented a comprehensive analysis of existing crypto wallet approaches in usability and
security to understand the existing problems. The next step was to propose multiple possible solutions to those
problems and produce their implementations. These take advantage of previously studied multi-cloud technology
and are used to attempt to improve usability and security. To evaluate the proposed solutions and to compare
them to the existing ones, we have developed a framework that consisted of various objective tests based on
previous work, which have the goal of evaluating security and usability.

Finally, the proposed and existing solutions were compared using the proposed framework.

K E Y W O R D S data encryption, multi-cloud, crypto wallet.
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R E S U M O

A encriptação tem sido fundamental para proteger serviços e sistemas modernos, tornando-se essencial para
proteger bases de dados, sistemas de pagamento, serviços de nuvem, entre outros. A criptografia permitiu a
criação e validação de assinaturas digitais, onde a proteção da chave privada é bastante importante para impedir
assinaturas falsas. As criptomoedas dependem deste mecanismo.

As carteiras digitais contém chaves privadas que são usadas para assinar transações e provar a posse de
um artefacto digital. Estas guardam a chave privada de forma segura e acessível ao seu proprietário, pois pode
ser necessária frequentemente. Com o aumento do número de aplicações web descentralizadas que interagem
com blockchains, este assunto tem ganho relevância, pois estas podem necessitar assinaturas frequentes por
parte do utilizador.

A adoção em massa de criptomoedas por utilizadores não técnicos levou à necessidade de criar carteiras
digitais seguras, mas que priorizam a usabilidade. Algumas destas carteiras classificam-se como serviços
hosted, que guardam as chaves privadas nos seus servidores, e outras como non-hosted, onde o utilizador é
responsável por as guardar. Quando implementadas como um browser plugin, estas carteiras permitem o uti-
lizador interagir fluidamente com uma aplicação web. A ascensão da tecnologia nuvem permitiu o aparecimento
da múltipla assinatura na nuvem, através da combinação de diferentes serviços de nuvem já possuídos pelo
utilizador. Estes dão ao utilizador controlo total da sua chave privada e são menos vulneráveis a ciberataques.

Neste trabalho, é feita uma análise compreensiva à usabilidade e segurança dos vários tipos de carteiras
digitais, para perceber os seus problemas existentes. O próximo passo foi propor várias possíveis soluções aos
problemas encontrados e também fazer a sua implementação. Estas utilizam trabalho previamente estudado
sobre tecnologia multi-nuvem e são usadas para com intuito de melhorar a usabilidade e segurança. Para fazer
uma avaliação das soluções propostas e compará-las a produtos existentes, desenvolvemos uma framework
para testar segurança e usabilidade com vários testes objetivos, baseados em trabalho previamente estudado.

No final, as soluções propostas e as já existentes foram comparadas utilizando o framework proposto.

PA L AV R A S - C H AV E encriptação de dados, multi-nuvem, carteira digital
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Part I

I N T R O D U C T O R Y M AT E R I A L



1

I N T R O D U C T I O N

Encryption has become one of the most fundamental tools of privacy and security of many essential services
that are used in the world. It has evolved from being just a way to protect communications to be the cornerstone
of protecting databases, payment systems, cloud services, and others. Managing the cryptographic keys used
in this process is a challenge at a personal or enterprise level. If exposed, they may compromise entire systems,
so it is necessary to have them well secured as well as access to its owners. For this, multiple techniques try to
balance security and usability (e.g. key management services, multi-signature, hardware modules, etc.).

A prevalent use case for these techniques is in crypto wallet management. It has been gaining increasing
relevance with the appearance of cryptocurrencies and other crypto assets platforms. Crypto wallets are secured
by a private key used to sign transactions and to prove crypto assets ownership. The key must remain as secure
as possible, as anyone with access, has full control of the funds or assets held in the wallet. The accessibility
of the private key is as important as its security because it may be needed to sign transactions regularly. This
problem is valid in multiple contexts, like private information, passwords, or crypto wallets, that has been gaining
increased relevance due to the increase of decentralized web applications and games that rely on integration with
a blockchain (like Uniswap, OpenSea, etc.) . There are approaches that store the private keys in their servers,
which results in more user-friendly products like web wallets. Other types of web wallets are non-hosted, where
the user has access to the private key and is responsible for storing it safely. The enormous advantage of this
approach is the great integration with blockchain web applications when implemented as a browser plugin, that
allows a user to seamlessly interact with an application using the crypto wallet. On the other side of the spectrum,
some wallets use completely different approaches and value security the most, targeted at more technical users.
These are usually implemented as physical hardware devices that offer great security but at the risk of loss of the
device or a hardware failure. These approaches are not very user-friendly and are mostly used to protect large
amounts of funds, as these have complex security systems in place that may not be intuitive for a non-technical
user. Also, to tackle single-device vulnerabilities, multi-signature (with multi-device) approaches separate the key
into multiple devices, that alone cannot compromise the wallet.

The problem tackled in this work is that the crypto wallets with the most users (web-based) do not provide
great security, and the most secure are not easy to use. This problem has become more prevalent with the
mass adoption by non-technical users that is accelerating the market to find new approaches and alternatives.
New concepts of crypto wallets try to make the management of funds as easy as possible because complicated
systems do not appeal to the large majority of users. With the rise of cloud technology, an alternative is multi-
signature on the cloud, by combining different cloud services owned by the user, as in (Pontes et al., 2017). As for
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usability, it gives the user control of his private keys. As for security, this wallet is not vulnerable to common attack
vectors and loss or theft of a device, as the different parts of the key are protected by the user’s password of each
cloud service and it is assumed that cloud services are unlikely to collide. However, to our knowledge, there is
no implementation of a multi-cloud wallet that offers seamless interaction with blockchain web applications.

The goal of this work is to create a crypto wallet implementation that combines different positive aspects of
different wallet implementations. The basis for our implementation is the multi-cloud technology, that could offer
good security, usability and web app interaction. We will search for the best compromise between security and
usability.

Finally, the contributions made in this work are:

• The implementation of various multi-cloud approaches as web non-hosted crypto wallets, that allows us
to have a prototype of a multi-cloud wallet with web app interaction;

• The creation of a framework for the usability and security evaluation of a crypto wallet;

• The final evaluation of the proposed multi-cloud approaches and the comparison between them and the
existent approaches, using the framework that was designed.



2

B A C K G R O U N D

Key-based encryption transforms plain text into cyphertext. Successful decryption reverses the process and
requires knowing the key (Bhanot and Hans, 2015). A key is a string of bytes with a specific size, depending
on the chosen algorithm (Raigoza and Jituri, 2016) and keeping it secure, i.e. private and persistent, is a
fundamental concern.

As for types of input data, there are stream ciphers and block ciphers. The first one encrypts blocks of data of
fixed size and the latter encrypts continuous streams of data one byte at a time. These have different levels of
complexity and efficiency and serve different purposes. Block ciphers are used more often on databases, cloud
services, digital signatures, hard disks, etc. (Singh and Kaur, 2015), while stream ciphers are used in multiple
web security protocols.

Regarding keys, there are two types of algorithms: symmetric and asymmetric. Generally, these can provide
similar levels of security but are very different in terms of computational power needed and inefficiency (Chandra
et al., 2014b).

2.1 S Y M M E T R I C A L G O R I T H M S

Symmetric encryption uses the same key to encrypt and decrypt information, as seen in Figure 1. Only with
the key can the transformation be reversed to read the data. This means the sender needs to share the key with
the receiver, for the latter to read it. There are multiple algorithms to perform it, with different levels of complexity
and security. Complexity can be evaluated by analyzing how long encryption and decryption take. As for security,
there are known attacks that can determine the vulnerabilities of the algorithm. Brute force finds the key by trying
every possible combination. So, longer keys can increase the time necessary to perform the attack and make it
unfeasible.

The main use cases for these algorithms include storing passwords, sensitive information in databases, disk
drive encryption, and others, where encryption and decryption take place in the same platform and in the same
context, where there is no need for the key to be shared (Salama et al., 2009). As symmetric encryption/de-
cryption is more efficient than asymmetric encryption/decryption, this can also be used after a shared key has
already been established.

6



2.1. Symmetric algorithms 7

Figure 1: Symmetric encryption

2.1.1 DES and TripleDES

DES (Data Encryption Standard) is one of the oldest encryption algorithms. It was designed by IBM and
published in 1974 (Coppersmith, 1994). It uses an encryption key with 56 bits and separates the input plain
text in 64-bit blocks, returning also as output 64-bit blocks. This algorithm is not considered safe anymore due
to the size of the encryption/decryption key, considered vulnerable to brute force attacks (Prasad et al., 2019).
Also, the algorithm is very slow when implemented in software and more efficient with hardware implementations
(Antonios et al., 2006), because it is mainly based on shuffling and substitution and has little computation involved
(Srinivasa, 2015) (Thakur and Kumar, 2011).

TripleDES was designed to improve some of the biggest faults of DES by tripling the key size to 192 bits.
This improved resistance to brute force attacks, which are still not possible with current machines. TripleDES
wanted to replace its antecessor while preserving the existing software and equipment, so, it just divides the
cryptographic key and applies the DES algorithm three times (Pich et al., 2018). This approach made the
implementation more secure but tripled the encryption and decryption time which is a big disadvantage and
makes it unusable in many use cases, where access to data requires very low latency (Kansal and Mittal, 2014).

2.1.2 AES

The Advanced Encryption Standard algorithm is widely used and came to replace Triple Data Encryption
Standard. The algorithm can be used in three different variants that use 128-bit, 192-bit, or 256-bit key sizes
(Cho et al., 2013). Security is improved with longer keys, but the computational cost of executing the encryption
and decryption also increases. The block size that is used to divide the input is 128-bit and has 10, 12, or
14 rounds of permutations and substitutions, depending on the key size. It is very efficient both in hardware
and software. AES outperformed DES and Triple DES completely both in security and in performance, that is
decryption and encryption speed and the computational resources needed (Bhat et al., 2015) (Singh and Kinger,
2013).
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2.1.3 TwoFish

TwoFish is an improvement over BlowFish, previous algorithm and was one of the candidates to become
the international encryption standard, which was awarded to AES. It has also a 128-bit key starting size that
is considered safe against brute force attacks (Nie and Zhang, 2009). The reason why AES was chosen as
the standard is its better efficiency, especially in low power hardware, as seen in multiple tests while encrypting
different types of data (Gaj and Chodowiec, 2000). TwoFish continues to be used by the cryptographic community,
but it is far less generalized when compared with AES dominance.

2.1.4 One Time Pad and Stream Ciphers

One Time Pad (OTP) uses each bit of the cryptographic key to encrypt the corresponding bit of the plain text
using the XOR operation. This algorithm is considered to be unbreakable if every condition mentioned next is
met. First, the used key needs to be the same size or bigger than the plain text. Secondly, this cryptographic key
needs to be completely random and never be repeated or reused. Similarly to other algorithms, the key cannot
be exposed or revealed (Bellovin, 2011).

Its biggest disadvantages are that communications of encrypted messages are impractical, due to the fact
that the key is required to be different in every encryption process, so it is needed to pre-share the key in order
for the recipient to decrypt the cyphertext (Matt and Maurer, 2013). Also, generating a random key the same
size as the plain text may be very hard to achieve, depending on the environment where it is being used (Dodis
and Spencer, 2002). One Time Pad was used mostly in the pre-computer era to encrypt information. It is not
considered very practical to be used in modern systems due to the disadvantages pointed out, although it has a
big advantage of being unbreakable (Rijmenants, 2009).

To tackle some of the mentioned problems of OTP, some stream cipher algorithms have been presented to
improve usability. In this type of algorithms, a single key is used to produce a pseudo-random sequence of bits
(Zeng et al., 1991). One of the most well-known stream ciphers is RC4, which has been broken in the past
(Mantin and Shamir, 2002), but continues being used in the SSL, WEP, and WPA protocols, due to its simplicity
(Gupta et al., 2014) (Kitsos et al., 2003).

2.2 A S Y M M E T R I C A L G O R I T H M S

Asymmetric encryption uses public and private keys. As the name suggests, the public key can be shared
with anyone, unlike the private key that should not be exposed (Chandra et al., 2014a). Data is encrypted using
the public key and can only be decrypted using the private key (Chandra et al., 2014b), as seen in Figure 2. The
same can be done in reverse. Also, the private key is enough to generate the correspondent public key. This
enables confidential communication without sharing secrets.

Imagine two people, Bob and Alice, that do not trust each other but want to exchange a message that needs
to be authenticated by each one for it to be valid. Alice could use Bob’s public key to encrypt the message and
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Figure 2: Confidential communication

send it. Then, Bob would use his private key to decrypt it. In this scenario, Alice knows for sure that the message
sent can only be read by Bob, but he does not have proof that the message came from Alice.

To solve the authentication problem, Alice can sign the message with her own private key, and then encrypting
it again with Bob’s public key. When Bob receives the message, he can decrypt it with his private key and then
verify it with Alice’s public key. This way, he knows for sure who sent the message, and the sender cannot
repudiate sending the message (Simmons, 1979). This example is portrayed in Figure 3.

The main use cases for asymmetric encryption include digital signatures (as seen in the example). It is
also often combined with symmetric encryption in the SSL protocol (Hickman, 1994) that is used to encrypt
communications over a network (Potlapally et al., 2002), and also to encrypt keys from symmetric encryption
(Singh et al., 2016). Although this approach does not require sharing a secret key, secure storage of the private
key is still an issue.

2.2.1 RSA

This algorithm generates the public and private keys based on two prime numbers (Milanov, 2009). It is based
on the prime number factorization problem and is solved by finding two prime numbers knowing the result of their
multiplication (Aufa et al., 2018). This becomes harder with larger numbers, which makes the algorithm more
secure (Innokentievich and Vasilevich, 2017). Key sizes usually chosen are 2048-bit and 4096-bit, which are
considered secure against brute force attacks.
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Figure 3: Asymmetric encryption with authenticated communication

In terms of performance, RSA decryption is slower than encryption, due to private keys often being larger than
the public ones. It is usually slower than symmetric algorithms and requires more computational power (Hasib
and Haque, 2008).

2.2.2 ECC

Elliptic Curve Cryptography algorithm is based on the elliptic curve discrete logarithm problem. ECC uses
smaller keys than RSA, as it is usually implemented with 224-bit keys. It has been studied (Mahto and YADAV,
2017) that ECC outperforms RSA in decryption time in levels of security above, and including, RSA 2048-bit
key (Gupta and Silakari, 2010). Although in encryption ECC is far slower, the overall time of encryption and
decryption is much faster with larger inputs of data, as (Mahto and YADAV, 2017).

This may raise a question on why is ECC not the standard of asymmetric cryptography. This is mainly due
to the fact that RSA was the first algorithm to be adopted (Milanov, 2009). Also, if the use case only requires a
small input of data and the decryption time is not crucial, then RSA may be a better choice.

2.2.3 Overview

In symmetric encryption, AES variations of 128 and 256 bit are commonly used to encrypt passwords or bigger
inputs of data.
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In asymmetric encryption RSA and ECC are widely used. As it was mentioned above, RSA can be faster with
small inputs of data, but it uses much larger keys. These algorithms also take a penalty in performance when
compared with AES and TwoFish (Yassein et al., 2017) (Panda, 2016). Cryptocurrencies like Bitcoin (Nakamoto,
2009) and Ethereum, use the ECC algorithm to validate and generate digital signatures (Kikwai, 2017).

2.3 C R Y P T O G R A P H I C K E Y M A N A G E M E N T

As mentioned, the key and the private key used in symmetric and asymmetric encryption, respectively, must
remain private in order for the encryption algorithms to serve their purpose, to protect data. To achieve this, these
keys need to be stored securely but also need to be accessible, because the manager of the key might need
it to encrypt or decrypt data at any time (Fumy and Landrock, 1993). So, there is the need to balance security
and usability. In a scenario where the manager of the private keys needs to perform a decryption to read from a
database, the key used to decrypt the information needs to be available at any time. But, if the manager of the
key only needs it to sign transactions on a non-regular basis, the key may be stored more securely but also less
available. Another important factor is whether keys need to always be accessible with low latency.

In all of these use cases, a single manager holds the ownership of the cryptographic keys. But what if these
keys cannot be trusted by a single individual? This requires cryptographic strategies to manage the keys without
having an individual with full ownership.

2.3.1 Hardware Security Module

Hardware Security Modules (HSM) are physical devices, that when combined with a server perform the stor-
age of cryptographic keys, as well as key creation, encryption, and decryption. These devices are a very secure
option to store private data, as they are internationally certified in different levels (Han et al., 2019).

The user can create new keys directly through the HSM or can store existing keys. Data can be encrypted
without having to take the keys out of the module and its access is restricted and controlled by the user.

When using multiple HSM’s, some problems like key deletions (Köppel and Neuhaus, 2013) and critical data
loss can be solved by performing backups using mirroring techniques (de Souza et al., 2008). This helps make
the data always accessible and consistent throughout the modules. Their main disadvantage is their hard main-
tenance (especially to update software) (Attridge, 2019). It is a very used approach in modern enterprises, but
usually, as part of a major cloud service like it will be mentioned next.

2.3.2 Key Management Service

These services offer a different way of interacting with an HSM. Instead of a user or an enterprise having to
buy and set up an HSM, these just subscribe to a KMS that stores the keys in a certified HSM owned by the
service (Fumy and Landrock, 1993). A KMS offers a way of managing the keys of a client, as well as the same
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properties that an HSM natively supports, like key creation and encryption and decryption of data (Beer and
Holland, 2014).

The keys are protected by a master key that is used by the client or enterprise to access them. In some cases,
this master key is used to encrypt other keys, creating a key hierarchy that minimizes the exposure of plain
text (Huang and Chen, 2018). This means that the keys cannot be accessed by anyone except the master, as
everything inside the service is encrypted and unrecoverable without the master key. The biggest disadvantage
of this approach is requiring key sharing in a multiple ownership scenario.

High availability of the service and loss protection is usually assured, depending on the reliability of the
provider. Although the stored keys cannot be exposed, their deletion is possible as a result of a cyber attack
(AlZain et al., 2012).

As most of these services are backed up by cloud providers, they offer integration with applications and
databases already being used on that cloud service. They also have advantages in terms of scalability and the
low price paid on demand, when compared to the investment of multiple HSM’s (Dowsley et al., 2016). This
comes with reduced privacy on where the keys are stored, because a single HSM may be shared by multiple
users. Cloud providers that offer these services include AWS (Amazon Web Services) (AWS, 2020b) and Google
Cloud (Google, 2020b).

2.3.3 Cloud HSM

A Cloud HSM is another service very similar to the above-mentioned KMS. It is also offered by cloud services
and is also used to store and manage keys in an HSM. The difference is that opposed to the keys being stored
in a common HSM shared between clients, each client has a private HSM, which may be important to comply
with certain regulations (Huang and Chen, 2018). Cloud HSM generally offers an HSM certification with a higher
score in security. AWS (AWS, 2020a) and Google Cloud (Google, 2020a) have cloud HSM offers.

2.3.4 Other management strategies

Aside from the Hardware Security Modules, there are multiple services where the keys/secret information is
stored in a centralized server owned by the company offering the service. The data that a user stores in those
servers is protected by end-to-end encryption. This means that every piece of information on the servers is
encrypted with a master key defined by the user, so that no one, except for the owner, can access it. This strat-
egy is used by many password managers including Apple Keychain. This service uses AES-256bit encryption,
performed with the user’s master key (Apple, 2020). To increase the level of security, two-factor authentication
is recommended, with biometric data or multiple device authentication when accessing the keys. This is used to
prevent access if the key is compromised.

One of the conveniences offered is multi-device support. That consists in replicating the keys in every device
of the user and synchronizing all the information with the cloud, to maintain consistency. This also acts as a
backup to protect the user from undesired losses.
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This method is very convenient and a good approach to store small amounts of data. It has very easy
accessibility and is always available, but in the case of the Keychain, it has software integration limitations with
non-Apple devices. Also, the servers where the data is stored are not certified like in a KMS, and although they
are in the cloud and can be accessed anywhere, they do not offer the convenience of integration with a cloud
provider.

2.3.5 Shamir’s Secret Sharing with multi-signature

In all of the approaches mentioned above, there is a single master key that holds access to the keys stored
in a KMS, HSM, Keychain, etc. Although it is also possible, with key hierarchy, to have different keys that have
a different kinds of permissions, there is always the premise of having a master key owned by an individual or
shared by a group. For a group of people, two options are: trust the master key to an elected individual or
have the same key shared by multiple people. In the first scenario, there are multiple problems that can occur
like corruption and abuse of power, or a tragic accident like death, that could lead to loss of access to the keys
forever. In the second scenario, there is also the problem of abuse of power by one person of the group, that
could perform actions with the keys without permission. Both scenarios represent real problems.

Shamir’s secret sharing tries to solve these problems by offering a different approach to master key ownership.
Instead of having a key shared by a group, this key is divided into different pieces of information that alone do
not hold any value, as they individually are not enough to perform any action with it, as seen in (Steinfeld et al.,
2007).

The only way to perform an action with the key is by combining this method with multi-signature. This happens
when it is required for every holder of a part of the key to making a signature. This does not expose the master
key or each of the secrets and the signature is only valid if everyone signs. There is also the option of agreeing
beforehand that a certain percentage of the pieces are enough to perform actions, for example, 51% of the group.
This solution is an effective way to solve the multiple ownership of secret keys.

2.3.6 Summary

There are different strategies that serve different purposes and use cases. Some are designed for quick
access, others for great security, and others to be used inside entities in an untrusted environment between
multiple individuals.

Personal use of hardware security modules is a secure but also technically complex method, as the user
needs to set up and maintain it. KMS or CloudHSM provides a simplified way of using HSM. They provide the
same functionalities for key storage, key creation, and encryption of data. Both scenarios require a master key
that grants total access to the stored keys. Shamir Secret Sharing is the only mentioned strategy that provides a
solution to multiple ownership of the master key, inside an untrusted environment.
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S TAT E O F T H E A R T

While the previous chapter presented an overview of the fundamental techniques and approaches for storing
sensitive or secret information securely, this chapter focuses specifically on crypto wallets. Crypto wallets serve
two main functions: keeping crypto assets safe by protecting them from theft and cyber-attacks and providing a
user interface for interacting with blockchains. Also, in recent years, hundreds of new blockchains were created,
which lead to an enormous increase of users that need a crypto wallet. A large percentage of these are non-
technical users, which means the management of and interaction with crypto-assets should be as simple as
possible, to fit this type of user. It is no longer only about securing crypto assets as secure as possible, it is also
about securing them in an accessible and easy to operate manner.

A crypto wallet is secured by a cryptographic key, a private key, or by a 12 to 24 words mnemonic phrase. The
user that has access to one of them holds the ownership of the wallet, so the security of the key is extremely
important (Binance, 2020b).

Currently, there are several approaches to store private keys that hold assets (Jokic, 2019) and also to make
them accessible to sign transactions with (Pal et al., 2019). Some put security at risk, and others are very hard
to use for beginners, with the most used types of crypto wallets, as well as their advantages and disadvantages,
presented in this chapter.

3.1 W E B W A L L E T S

3.1.1 Hosted

Hosted web wallets are considered to be the most user-friendly type of crypto wallets. In this type of wallet,
a user creates his account with a custom password that secures every asset held by the user. The process of
storing the private key is completely hidden from the user who does not have any control over it. This key is
stored by the web server itself in its database and the user needs to trust its funds to a third party, as shown
in Figure 4 (Jokic, 2019). Some of these services use different techniques to securely store private keys, like
hardware security modules.

Although this may be very convenient for the person using the platform, it can also be extremely dangerous,
as the service can be the target of a major attack that could steal a large number of crypto assets (Guri, 2018).
Database exploits and stolen credentials are the main attack vectors of this approach. There is also the disad-
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Figure 4: Hosted web wallets

vantage of the user not being in possession of the private key, as outside of the web application it cannot be
proven that he is the real owner of the crypto assets. This strategy is not seen by the crypto community as being
correct, as it goes against the crypto main motto: “Not your private keys, not your coins”. These wallets also
have the advantage of being able to support multiple cryptocurrencies very easily and providing instant liquidity
to make exchanges (Di et al., 2020).

From the numbers of the most popular hosted web wallets, these seem to be the most popular type of wallet,
because these attract the users that want to create an account and start trading as easily as possible without
having to deal with private key storage responsibility. Blockchain.com and Coinbase have reported having 65
(Blockchain.com, 2021) and 42 million (Coinbase, 2021) users on their platforms at the end of 2020.

3.1.2 Non-Hosted

Non-hosted wallets are also accessed through a browser. But, as portrayed in Figure 5 do not store the key
in their servers. The private key is asked for every time the user wants to log in (Horizen, 2020). So, in this case,
the user is the holder of the keys and it is his responsibility to properly store them. The private key of the user
is stored in the browser’s cache, which can be an attack vector that can lead to stealing the wallet (ICOHolder,
2020) (Li et al., 2014).

Usually, these wallets are implemented as browser extensions, which improves the usability of decentralized
web applications, as these make it easier to sign transactions and interact with the application without leaving the
web page. As seen in Figure 6 (Metamask, 2020), a website presents the user with the details of the transaction
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Figure 5: Non-hosted web wallets

to be signed and a button to use a wallet to sign the transaction. The wallet plugin allows the user to accept
and sign the transaction without leaving the website. This is one of the biggest reasons for the success of non-
hosted web wallets, like Metamask and MyEtherWallet, that have reported having more than 1 million active
users (Knowles-Rivas, 2021) and are essential for the core functioning of many web applications. Asset trading
and games are some of the most popular examples. These wallets played a very important role in blockchain
web expansion by making these applications accessible to most users, with very simple interfaces and good
usability.

3.1.3 Software wallets

Software wallets, be it desktop or mobile, store private keys in the user’s devices (Figure 7).
Desktop wallets run offline. In this approach, the user is the holder of the private keys that are provided to

him and exported to a file stored locally, which the owner should encrypt (Jokic, 2019). This may raise some
concerns, because the file may be lost or damaged, which would result in not being able to access the wallet ever
again. Some desktop wallets provide encryption natively, by using a password given by the user and transforming
it into a 256 bit key for AES, TwoFish, etc.

It is crucial to have a backup of the key or seed phrase. Another concern that is often brought up is the fact that
the computer, when online, has multiple attack vectors (e.g. phishing, malware, etc.) (He et al., 2020) that may
result, once again, in losing control of the wallet. If the user is using the encryption provided by the application,
his crypto wallet file might be in danger in the case a weak password or cipher is used (brute force). Alongside
being the owner of the private keys, the other big advantage of this type of wallet is that if using an air-gapped
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Figure 6: Plugin non-hosted web wallets

system, it can be a very secure system with few downsides, but less practical. Mobile wallets are very similar to
desktop wallets, as these are also vulnerable to hacking and phishing attacks and carry also an increased risk of
being stolen or lost, due to being mobile devices.

Mobile wallets may be the second most popular type of wallet in the market, with platforms like Trust Wallet,
Coinomi, and Coinbase Wallet. Each of these apps has more than 1 million downloads on the application stores,
but very far from the numbers presented above for web wallets. Desktop wallets are very difficult to evaluate,
as the most popular platforms do not record the number of installations that are done, as many users use the
wallets only offline. With that said, some popular wallets among the community are Electrum and Exodus.

3.2 H A R D W A R E W A L L E T S

Also known as cold storage wallets, these do not have an ongoing Internet connection and can be electronic
devices or pieces of paper. Usually, the electronic devices are also protected by a pin number (Di et al., 2020) that
offers an extra layer of security in the case of theft of the device (Bulut, 2019). To execute operations, the user
needs to connect the device to a software wallet or to a non-hosted web wallet but the private keys never leave
the device, meaning this is one of the most secure methods to storing private information. Some of these devices
are reasonably expensive but are the most recommended way to store large amounts of cryptocurrencies. The
biggest downside of these wallets is their lack of convenience and practicality.

The market of these wallets is dominated by Ledger and Trezor (Jokic, 2019). Ledger has reported in 2020
more than 1 million devices sold around the world (Ledger, 2021). That number may seem small compared to
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Figure 7: Software wallets

web wallets, but usually, these are very technical users that store large amounts of funds. As for Trezor, there
are no exact numbers made public.

Paper wallets (Figure 9) are just a piece of paper with the private key written or a QR code that can be
scanned. Because there is also the need to use a software wallet, after the paper is scanned, the hardware
security properties are lost. This method is discouraged because the wallet can be easily destroyed and does not
have the same security properties as the electronic cold storage devices. Both approaches (paper or electronic)
are not well-suited for non-technical users and are considerably less practical than wallets connected to the
web, especially when making regular transactions. Additionally, electronic hardware wallets are considerably
expensive.

The paper wallet market is mainly occupied by BitcoinPaper Wallet in the bitcoin community, and many other
websites that generate the wallets for every different cryptocurrency. It is difficult to speculate on how many
users use this approach to store their private keys, as any person can create his paper wallet without needing
any service.

3.3 M U LT I S I G W I T H M U LT I P L E D E V I C E S

A multi-signature (multisig) approach can be applied to every type of wallet already presented. If a wallet is
seen as a vault, the typical single signature model could be seen as a single padlock that is protecting the safe.
The person that has the key to that padlock, is the rightful owner of the treasure inside. If a multisig system is
considered, the vault would have two (or more) locks, and the treasure would only be redeemed if every key
holder unlocks its padlock. A single key is not enough to open the vault, as represented in Figure 10.

If a user does not need any resource other than the key itself, it may be dangerous, especially to less ex-
perienced users that may not have the knowledge on how to properly store their private keys (Di et al., 2020).
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Figure 8: Hardware wallets

Figure 9: Paper wallets
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Figure 10: Multi signature wallets representation

Another use case, if a wallet is owned by more than one person (e.g. a corporation), the key would have to be
entrusted either to one single individual or shared by multiple people, which could lead to individuals being able
to make unauthorized transactions (Zhu et al., 2017). Multisig solves this, as the assets held by the private key
would be associated with a multisig address and require multiple signatures to be accessed or used (Di et al.,
2020) (Binance, 2020a). If the holders of the funds need to make a transaction, they would need every address
(or some of them) to sign it using their respective private keys, solving the multi-owned wallet problem.

The multi-signature could be done in different combinations as in Figure 11, for example, the wallet could
have three holders and only require two of those people to sign the transaction. This can be done with multiple
variations, requiring the majority of the holders to be enough to sign a transaction or require every holder to sign
it.

This method could also benefit mobile or desktop wallets because if a device gets compromised by a phishing
attack, it no longer puts every asset held in the wallet at risk. Imagine that a user named Alice creates a multisig
address with three holders that requires two signatures for a transaction to be approved, as seen in Figure 11.
Alice could save the three private keys in different devices, like using a hardware wallet to hold one of the keys,
a mobile wallet to hold the second one and a desktop wallet to hold the third.

If her mobile phone is stolen or hacked, the wallet is no longer compromised, because she can still access
her funds by using the other two wallets and the hacker/robber is not able to sign transactions, because two keys
are needed. The same happens if she lost the hardware wallet, as the assets would remain in her possession.
This is one of the major advantages of multisig wallets as the increase of security is enormous. This scenario is
represented in Figure 12 As a downside, it has the difficulties of setting up a system like this, as it may be very
technical and not accessible to any user.
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Figure 11: Multi signature wallet with multi devices

Figure 12: Multi signature wallet with multi devices unlocking
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Figure 13: Multisig wallet with multiple cloud storage providers

3.4 M U LT I - C L O U D W A L L E T S

Multi-Cloud wallets merge two concepts in a single product: multi-signature and cloud storage. Similar to
the multisig wallets approaches shown above, these wallets separate the private key of the user into different
pieces. But instead of storing them in different devices, they are stored in multiple cloud services that the user
already uses, as shown in Figure 13, with Dropbox, Google, and OneDrive as an example of providers. To sign
a transaction and have access to the key, the user needs to access all the cloud services where parts of the key
are stored. If one of them is compromised, the wallet remains safe, as one part of the key is not enough to cause
any damage. Another difference is that multi-cloud is, at least in its simpler form, targeted at single-user wallets.
It is, however, assumed that the cloud providers do not collude to access the user’s funds/assets.

With a traditional multisig wallet, that uses different devices, all of these are vulnerable to loss, theft, or
hardware failure, which can lead to total key loss, whether these are paper, hardware, or software wallets. With
multi-cloud, the key is safe from this type of vulnerability, as losing the key would require the user to lose access to
a subset of the providers or these to fail. This approach also takes advantage of the fault tolerance mechanisms
employed by cloud providers.

As for usability, multi-cloud also offers global accessibility, because the key is in the cloud. But this approach
has the significant advantage of the user is in total control of every piece of the key, as it is not stored in a
centralized server with no access from the user. Multi-cloud wallets are a very recent concept and, to the best of
our knowledge, the only wallet in the market is Keyruptive (Keyruptive, 2021) that has a patented technology on
this approach and is involved in this project.
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3.5 D I S C U S S I O N

The usability aspect of a wallet is as important as its security, to make it compelling for the average user while
offering minimal risk to his assets. Every wallet approach mentioned before has some downsides.

The web wallets (hot wallets) privilege the usability simplicity, while the hardware wallets (cold wallets) focus
more on security against account or credentials theft. It was decided that the main focus of this work would be on
using multi-cloud technology, as it privileges security with a good balance between theft vulnerability and stolen
credentials, and improve its usability, by having a similar interaction to a web wallet. As mentioned, there are,
to our knowledge, very few applications of multi-cloud technology in this market, and this work is intended to
explore multiple variations of it.



Part II
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A P P R O A C H

The cryptocurrencies’ market has been growing and there are now millions of users holding crypto assets, with
some of these having market caps valued in billions of US dollars. This growth affects the crypto wallets’ market,
as with the increasing number of blockchains, cryptocurrencies, and other crypto assets, and their valuator, the
need for increasingly secure yet usable wallets is highlighted. Particularly, with the increase of non-technical
users, the market needs to adjust and offer a better user experience without sacrificing security, which remains
one of the most important aspects of a wallet. The growth of web decentralized applications opened a path to
a new type of wallets that are implemented as browser plugins. These are important to improve the experience
of interacting with these web apps. Some plugin wallets are very successful products in the market with a large
number of users.

The main goal of this dissertation is to combine different positive aspects of different wallet implementations in
a single product, able to provide good security, usability, and web app interaction. Multi-cloud technology will be
the basis of this implementation, which will be objectively compared, using known metrics, to established wallet
approaches.

In this chapter, we discuss the system architecture of different approaches. In subsequent chapters, we
describe the implementation of a set of representative wallet mechanisms following these system architectures
and then compare them from the point of view of usability and security.

4.1 M U LT I - C L O U D A P P R O A C H E S

In our multi-cloud approaches, the private key is ciphered with an encryption key and then divided into three
parts, each of these stored in a different cloud provider in a specific file. One of the cloud providers has a file
with the corresponding public key of the wallet. This is necessary to import the account to the web non-hosted
wallet without having to decipher and access the private key. The public key does not need to be separated or
ciphered because it can only be used to see the public information of the wallet.

There are different techniques to store the encryption key: it may be stored on a server, secure enclave,
password manager, or others. In this section, we will explore these three techniques. They have different
vulnerabilities and usability, so a final discussion is necessary to compare the advantages and disadvantages of
being used in this context, as well as a comparison to the already existing approaches in the market.
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4.1.1 Server authentication

In this approach, the encryption key is stored in an external server, as seen in Figure 14. In the setup process,
the user creates an email and a four-digit pin code that are used as authentication to the server. The encryption
key is ciphered with the chosen pin code, so it is not stored in plain text. This means that the administrator of the
server has no access to the encryption key.

When signing a transaction, the email and pin code are requested after authenticating to the three cloud
providers. The ciphered encryption key stored on the server is deciphered with the pin code requested. Then,
the ciphered private key is deciphered with the mentioned encryption key. If this results in a valid private key,
it means that the pin code was correct and the transaction can be signed. To prevent brute force attacks, the
server locks after three consecutive failed attempts for a determined amount of time. On the sign up process, the
user is given a twelve-word backup phrase, that should be kept safe at all times. This phrase is able to restore
the wallet, which could be used if access to the wallet is lost or compromised.

In terms of usability, the main advantage is being compatible with any device and accessible from anywhere,
as everything is stored in the cloud. Another key aspect is that the user has control of the private key and the
administrator of the server has no access to it. If the server is compromised or fails, there is no loss for the user,
because the wallet can be restored with a recovery backup phrase that is given to the user in the initial setup
process. Even if the three cloud providers conspired, it would not be enough to expose the key, as it is ciphered.

As for security, this approach may be vulnerable if the user’s device is compromised with a key logger, which
may lead to stealing every password. This could lead to a total loss of the funds.

4.1.2 Secure enclave

This approach takes advantage of the hardware secure enclave that is available in certain devices, that have
a chip that stores cryptographic keys that can be used to cipher and decipher data without being exposed, as
this process is executed inside the chip. Ideally, a key from the chip could be used as the private key and the
signature process would take place inside the secure enclave similar to hardware wallets. Due to format and size
incompatibilities with the keys used in popular blockchains, this is not possible, so this method had to be adapted.
In the proposed implementation, a key from the secure enclave is used to cipher the private key and is accessed
with the device’s enclave authentication. To sign a transaction, the user authenticates in the three cloud providers
to access the ciphered private key and then log in with the secure enclave credentials. If successful, the private
key is deciphered and the transaction is signed. There is also a backup seed phrase that can be used to restore
the private key, identically to the external server approach.

As for usability, this technique can only be used in specific devices with the mentioned hardware. Also, as the
encryption key is stored in a specific device, the user can only use that device to sign transactions. It requires
an account to give permission to the secure enclave, which may be different depending on the device. A big
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Figure 14: Server authentication architecture

advantage of this approach is that the private key is in total control of the user, that does not depend on any
external server.

In terms of security, the main advantage is that the encryption key is never exposed and never leaves the
user’s device. Even if the cloud providers were compromised, an attacker would need access to the machine
itself and have the authentication credentials to access the secure enclave and decipher the private key. The
main disadvantage is that loss, theft, or hardware failures may imply loss of access to the funds if the backup
seed phrase is not stored. In the case of a compromised device, the attacker may gain permission to access the
enclave and the clouds with a key logger, which would cause a total loss of the funds.

4.1.3 Password manager

In this approach, the encryption key is stored in a password manager that is accessible with an account.
The password manager stores the key encrypted by a master password in a database. In order to sign a
transaction and decipher the private key, the user needs to authenticate with the password manager credentials.
The encryption key is read, the private key is deciphered and finally, the transaction is signed. As in the other
proposed implementations, there is a backup seed phrase to restore the wallet, that the user should store safely.
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Figure 15: Secure enclave architecture

The main advantage in usability is that a password manager works between every device owned by the user,
as the keys are stored in the cloud. The private key can only be accessed by an attacker that has access to the
password manager account and the various cloud providers. If the device is compromised, the credentials may
be stolen with a key logger.

4.2 O T H E R A P P R O A C H E S

For completeness, it is important to study other approaches for key storage that should be compared with the
proposed ones in functionality, usability, and security.

4.2.1 Centralized Server

In the centralized server approach, the private key is stored in an external server. The user does not own the
private key, as does not have access to it. Every transaction ordered by the user is signed in the server, which
the user accesses with an authentication login.
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Figure 16: Password manager architecture

The biggest disadvantage is that the user does not have ownership of the private key and has to trust a third
entity that has the ability to control the wallet. Also, the server may be the target of an attack or have access
failures. If it is compromised, the user may lose access to the wallet or lose the funds completely.

4.2.2 Web local storage

This approach stores the ciphered private key in the browser’s local storage. It is ciphered with a password
provided by the user, that is used to unlock the account when starting the session.

After introducing the password, the private key is unlocked and stored in memory. This may be an attack
vector that can expose the private key. Losing the device may lead to losing access to the wallet if the user did
not store the backup seed phrase that can restore the wallet. The main advantages are in usability, as the user
has access to the private key and the wallet only requires one password.

4.2.3 Hardware wallet

The user needs to have an external device connected to the computer and unlock it. For this, the user inserts
an eight-digit numeric pin code.To sign a transaction, the user has to confirm it on the web interface and then
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proceed to confirm it on the external device. Here, the user can see the various parameters of the transaction
and accept it. The status of the transaction is presented on the web interface on the computer screen.

In terms of usability, this approach requires having a specific external device. As for security, the private key
is never exposed and never leaves the device. However, losing it implies loss of access to the wallet, unless a
recovery backup phrase is used.

4.3 P R O P O S E D A R C H I T E C T U R E

The proposed architecture has two parts: a non-hosted plugin wallet and a multi-cloud connection platform.
The first is an existing wallet that allows a user to sign transactions using an imported account. This should
be compatible and allow interaction with blockchain applications. The second is the platform accessed in the
browser where the user will be able to connect to the three cloud providers and sign transactions. The wallet
communicates with the multi-cloud platform via Window Web API, which allows communication between opened
browser windows without the need for an external server. The functionalities to implement are: importing ac-
counts and signing transactions, as seen in Figure 17.

When importing an account, the user should authenticate to the cloud service that has the public keys file,
containing multiple public keys. Then this file is read and the array of public keys is sent as a message to the
non-hosted wallet. The wallet allows the user to import one of the accounts.

When signing a transaction, the connection platform receives an unsigned transaction. The user should au-
thenticate to every cloud service. The ciphered private key is read and then depending on the storage approach,
the various steps to decipher it are presented to the user. In the case of the external server approach, the user
is asked to introduce his email and pin code. In the secure enclave and password manager approaches, the
user has to introduce the email and password to unlock the account. After having the private key in plain text,
the transaction is signed and sent to the wallet, which displays the signed transaction. The private key should be
erased from memory after this process.

The approaches that will be considered are the proposed multi-cloud approaches, that will be implemented
as part of this work, the hardware wallet, and the web local storage that is already implemented as established
products.
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Figure 17: Architecture
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I M P L E M E N TAT I O N

A possible approach for the browser plugin would be to build on Metamask, that is a popular non-hosted wallet
of the Ethereum blockchain, that supports decentralized web applications. Metamask is open-source, updated
very frequently, and maintained by a team of developers, so it is already a very mature product (Choi and Kim,
2019). As for the multi-cloud wallet system, the goal is to leverage Keyruptive’s technology, building on the
technology (Pontes et al., 2017).

As mentioned in the last chapter, multi-cloud with the server or with password manager are what we found to
be the best approaches in terms of usability and security.

5.1 I M P L E M E N TAT I O N S T R AT E G Y

The first step was to do an extensive study of the Metamask open-source repository (MetaMask). To find a
way to import accounts and send transactions from an external source where the multi-cloud technology would
be applied.

Metamask has a feature that allows a user to connect an external hardware wallet with its interface. This
makes importing accounts and signing transactions with the hardware device connected and unlocked possible.
When importing an account, the addresses stored on the device are presented in the Metamask interface, where
the user can choose to import one. When signing a transaction with one of these accounts, the transaction is
sent to the device and signed inside it upon confirmation by the user. The final signed transaction is sent to
Metamask and shown in the interface.

These are the functionalities that to implement, so, we focused on the hardware wallet connection and in-
teraction part of the code, with the intention of creating a multi-cloud connection platform that communicates
with Metamask as if it was a hardware wallet. Similarly to a hardware wallet, the signing of a transaction would
happen outside Metamask, in the multi-cloud platform.

To connect different hardware wallets from different manufacturers, the Keyring class acts as an interface
to communicate between the wallet and the brand’s device. Each brand has its own implementation of this
class to meet its specific functionalities. The main methods needed to import accounts and sign transactions
are: getAccounts() which returns an array of addresses, and signTx(), that returns a signed transaction. The
two currently supported brands are Ledger and Trezor. With Ledger, the user interacts with the screen of the
hardware device. With Trezor, a window popup is opened inside the browser where the user can connect the
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wallet and perform various actions. In order to make our version of the class, we decided to use the same strategy
as the Trezor Keyring, which would also have a popup opened where the user could log in to the cloud services,
import an account and sign a transaction. The result of these actions would be communicated to Metamask,
using the Window Browser WEB api.

5.2 W A L L E T C O D E A R C H I T E C T U R E

Figure 18 presents the code architecture with our version of the Keyring class and the KeyruptiveConnect
class, that communicates with the external platform with which the user interacts. It has two main methods:
getAccountsCloud() that opens the popup and creates a listener that expects to receive an array of addresses;
and signTxCloud() that starts by opening the popup with a message containing the unsigned transaction in
hexadecimal format and then, creates a listener expecting a correctly signed transaction.

The Keyring class calls these methods from its getAccounts() and signTx() methods, respectively. While it is
expecting a response from the KeyruptiveConnect class, it puts the Metamask wallet in a waiting state, that is
interrupted when the popup window is closed. In case the user closes the window before the various processes
are complete, an error message is presented on Metamask.

5.3 M U LT I - C L O U D C O N N E C T P L AT F O R M

The connection platform is a web user interface. It has two pages: to import an account and to sign a
transaction. Both allow the user to log in to the necessary cloud services. In each of them, a part of the user’s
ciphered private key is stored, in the file called private.json. To join the three parts of the ciphered key, the user
needs to log in to the services, which requires one click if the authentication is saved on the device. If not, the
user needs to insert his credentials with the possibility of using a password manager to simplify the process. The
public keys are stored in the file called public.json in plain text.

Figure 19 presents the process of importing an account. In step one, the user has to connect a new hardware
wallet and choose the multi-cloud option, that is the selected one of the figure. In step two, the user has to
authenticate to the cloud provider that has the public.json file. In this simplified implementation, there is only
one cloud provider. The file is fetched, read and, if valid, the popup is closed. In Metamask, the public keys are
converted to addresses and shown in the interface, where the user can choose one to be imported, in step three.
Finally, the new imported account is shown on the main menu, as in step four.

Figure 20 presents the process of signing a transaction. Firstly, the user has to create a transaction on
Metamask and confirm it. Secondly, the multi-cloud connection website is opened and the user authenticates to
the cloud providers. After this, a button will appear on the screen to sign the transaction, as well as the details
of it (e.g. gas price, gas limit, etc.). After confirming this step, the files containing parts of the key are read and
then, the user has to go through an authentication process to decipher the private key and sign the transaction.
This process is different depending on the multi-cloud approach, detailed in the following sections. Finally, on
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Figure 18: Code arquitecture

step number three, the multi-cloud website is closed and the confirmation of the transaction is presented on the
Metamask wallet. In every approach, the private key is erased from memory by changing its value to null.

5.3.1 Multi-cloud with server approach

Figure 21 shows the sequence diagram for this approach. A form requesting an email and a pin code is shown
to the user. The ciphered encryption key stored on the server is deciphered with the requested pin code. If it is
correct, the ciphered private key is deciphered. Finally, the transaction is signed and the keys are erased from
the memory of the browser.

The platform communicates with a REST API connected to a database that stores the email and ciphered
encryption key of each user. To prevent multiple tries, it is also stores the number of failed attempts and a
timestamp. If there are three consecutive failed attempts, then the timestamp is advances to a few hours in the
future. When the user is authenticating, this timestamp is checked to see if the user is in a lock period. This
makes the approach less vulnerable to brute force attacks.

5.3.2 Multi-cloud with password manager approach

In this implementation the Apple Keychain is used as the password manager. Figure 22 shows the sequence
diagram for this approach. It is similar to the server approach, as the user is requested an email and password



5.3. Multi-cloud connect platform 35

Figure 19: Import account from multi-cloud platform

Figure 20: Sign transaction on multi-cloud platform
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Figure 21: Sequence diagram for the multi-cloud with server approach

to access the password manager. After that, the encryption key is fetched, the private key is deciphered and
the transaction is signed. A local server serves as an intermediary between the web application and the Apple
Keychain. It is needed due to the fact that there is not, to our knowledge, an API to communicate directly between
the Apple Keychain and the web app.

5.3.3 Multi-cloud with secure enclave

The sequence diagram of an implementation of the multi-cloud with secure enclave approach is presented on
Figure 23. It is used the Apple Macbook Pro secure enclave that is available in the models that have a touch ID
sensor. Due to technological constraints related to the current available APIs, this implementation had to use a
separate desktop application that communicates with the secure enclave and the browser through an API.

For the signature process, the user has to authenticate with the user OS credentials. The private key is
deciphered with a specific key from the secure enclave and the transaction is signed.
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Figure 22: Sequence diagram for the multi-cloud with password manager approach

Figure 23: Sequence diagram for the multi-cloud with secure enclave approach
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5.3.4 Conclusion

The implementation of the three multi-cloud approaches was needed to have their functioning prototypes.
These implementations, as far as our knowledge, are unique in the market and so, are essential to make a
comparison between the various crypto wallet approaches. This will help achieve the final goal and understand
from the comparison which crypto wallet performs the best in the proposed use case.
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E V A L U AT I O N

In this section, the multi-cloud wallet proposed in chapter 4 and its implementation, described in chapter 5, are
evaluated regarding security and usability. For comparison, web local storage and hardware wallet implementa-
tions with the traditional Metamask and the Ledger hardware wallet.

The proposed implementations are objectively evaluated as follows:

• Usability

– Signing transactions by how long and how many clicks it takes;

– Managing multiple accounts and passwords using previous work (Walia et al., 2020).

• Security

– How wallets compare regarding a set of attack vectors;

– Vulnerability to common security testing tools.

6.1 U S A B I L I T Y

Approaches use a different number of credentials, passwords and have different device compatibility. As seen
in Figure 24, every multi-cloud approach requires multiple accounts and passwords, with one of these being a
four-digit pin code on the multi-cloud with server approach. A larger number of accounts may be considered
a disadvantage because it brings effort to the user. However, when using a personal device or a password
manager, it is not as prevalent. The other approaches only require one password or pin code.

The multi-cloud with password manager and external server approaches have the advantage of being compat-
ible with any device and being synced to the cloud, which is not the case for the hardware wallet, secure enclave,
or web local storage. So, they can be accessed anywhere with any device.
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Figure 24: Credentials, device compatibility and private key ownership for different approaches

6.1.1 Number of clicks

The number of clicks is a way of quantifying the time and effort required to sign a transaction. The more clicks,
mean user effort, as seen in (Poon et al., 2016).

As seen in Figure 25, every multi-cloud approach requires a similar number of clicks. These have an optimal
effort when the user is using a personal device or a password manager because only one click is required to log
in to each cloud provider. The multi-cloud with server approach requires slightly less input from the keyboard, as
uses a pin code instead of a password.

In the hardware wallet approach, the pin code is typed in the external device which has only two buttons.
Although it only requires one pin code, it needs a greater amount of clicks which translates to more time. In the
others, the passwords are introduced on a standard keyboard. Traditional Metamask requires the least number
of clicks, as it only requires one click after unlocking the wallet by inserting the password in a standard keyboard.

An attacker with access to the user’s device, can use a key logger and steal every account, password, or
access local files. This would imply a total loss of the funds.

6.1.2 Credential management effort

It is important to evaluate the compromises that the user has to endure in order to use the proposed ap-
proaches. The increased number of accounts and passwords may be an obstacle to usability, that may be
prevalent in multi-cloud. It is important to consider the usage of an online password manager, that according to
the work in (Karole et al., 2010), are the best password managers in usability. We want to compare objectively
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Figure 25: Number of clicks and keyboard input

the usability of our approaches and the traditional ones with and without a password manager. For this, we have
created a usability metric that evaluates the effort of memorizing multiple passwords and emails. This was based
on the work of (Walia et al., 2020), which attributes a score to the strength of a password, which is measured by
the number of characters, special characters and correlates it with how pronounceable the password is. In the
presented context, a word is easier to memorize as it is more pronounceable.

It is shown in the study that passwords with less than eight characters have a weak grade and between eight
and fourteen have an average grade. The latter is the most common password strength between users, as
stated in (Walia et al., 2020) and has an average pronounceability of 60%. So, this is the password standard we
are going to use. In the studied approaches, there are three types of passwords: 4 digit pin, 8 digit pin, and a
password with the mentioned standard. In this context, emails are considered to have a high pronounceability
and more than 14 characters.

The Figure 26 (lower is better) is based on the length of each string and how pronounceable it is. Strings
under 8 characters are weak and their pronounceability is contemptuous. From this score and Figure 24, we can
infer the score in Figure 27. The password manager scenario is included, as it seems to be a good combination
with the multi-cloud approaches.

We can infer that without a password manager, the multi-cloud approaches have a noticeably higher score
than the other approaches. In this context, this means that they compromise usability and convenience the most
when compared to the others. When combined with a password manager, the credential management effort is
much lower. The centralized server option scores the lower, as the user does not have to memorize any email or
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Figure 26: Combined effect of password length and pronounceability on the credential management effort (lower
is better in usability)

password. The hardware wallet comes in second and takes no advantage of using a password manager. As a
third, we have multi-cloud with server and web local storage with the same score. In the first one, the user has to
introduce the server authentication email and pin code. The second one does not take advantage of a password
manager, as the user always has to introduce the plugin password to unlock the account.

In conclusion, multi-cloud approaches’ usability improves substantially with the usage of a password manager.

6.1.3 Discussion

In order to create a final comparison that combines the two explored methods and given there is not, to our
knowledge, any literature combining these evaluations, it was decided to build a method to compare them. It was
decided to add the amount of clicks (Figure 25) with the credential management effort (Figure 26). In this case,
obtaining a lower final score is considered positive, because it represents a low effort in time and not requiring
many accounts or passwords.

Once again, we have calculated the final score for two scenarios: with and without a password manager. In
the case of the hardware wallet, it is considered the middle case on the number of clicks, that is the average
between best and worst.

This final result is presented in Figure 28. It is possible to infer from it that the web local storage approach
has the better score, mainly due to its simplicity of only requiring one click to sign a transaction. Followed by the
multi-cloud with server and the other multi-cloud approaches. Once again, the hardware wallet approach is last,
because of its large number of clicks.
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Figure 27: Credential management effort for each approach (lower is better)
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Figure 28: Combined user effort when signing a transaction for each approach (lower is better)

As a conclusion in terms of usability, the web local storage approach is superior to the others, but the multi-
cloud with server only lacks behind on the number of clicks required to sign a transaction, as the final score is
close between them. The other multi-cloud approaches are consistently in third place and the hardware wallet in
last.

6.2 S E C U R I T Y

The attack vectors that will be considered in this comparison are:

• The device that the user uses to access the wallet becoming inaccessible (because of loss, theft, failure,
etc.);

• The server that the wallet uses (or not) to store information is compromised and accessed by external
people;

• The private key being exposed in memory while a transaction is signed, which may be possible to explore
as an attack vector;

• Having physical access to the user’s device with the wallet unlocked.
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Figure 29: Possible attack vectors and approach vulnerability, along with potential damage and whether mitiga-
tion is possible

Secure enclave, hardware wallet, and local web storage approaches are all vulnerable to loss, theft, or a
hardware failure that may be critical to access the wallet, but it does not imply losing the funds completely,
because the user may still have the backup seed phrase that can restore the wallet. As for a compromised
server, the multi-cloud approaches that use one are not vulnerable, as the server does not store the private key
and the user could use the backup seed phrase to restore the wallet. Only in the hardware wallet, the private
key is never exposed in memory during the signing of the transaction, as the signing is not performed on the
client-side. This is a possible vulnerability of the other approaches.

Access to an unlocked device with the wallet unlocked, may lead to total loss in the non multi-cloud approaches.
In these, the user is required to introduce a password or pin code when signing a transaction. In the others,
after the wallet is unlocked, the user is able to sign transactions without having to unlock it again. Figure 29
summarizes the results of systematic security analysis, showing the possible impact of each attack on each
approach.

With the goal of making an objective security evaluation, multiple techniques and tools that could possibly
compromise the proposed approaches were studied. Some require access to the machine unlocked and other
could be performed remotely with malicious software inadvertently installed by the user.
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6.2.1 Memory Exfiltration

Two tools were used to evaluate memory exfiltration: Chrome developer tools and Mimikatz. Both of these
require full control and admin permissions of the device, remote or physical. The Chrome developer tools (chr),
are used to evaluate if the private key of a user can be found at any point of the signing of a transaction on the
client-side. We took a browser’s memory snapshot during the signing of the transaction. We were not able to
find the exposed private key in any object of the snapshot. We have done the same experiment without erasing
the private key from memory (in the multi-cloud approaches) and we noticed it was exposed, so, we believe
the method of changing its value to null is effective when protecting the key from an exploit with some machine
access. To use this as an attack would require remote or physical access.

Mimikatz is a widely used tool that can be used to explore the memory of the operating system and applications.
It only works on Windows operating systems and it can be used to steal authentication credentials, passwords,
and others. In this context, it was used to see if it was possible to explore Google Chrome extensions data, in
order to find the private key of a Metamask account. This was unsuccessful, as we believe it is only possible to
explore passwords stored by the Chrome password manager, as seen in Figure 30. This is important because, in
the previous usability discussion, we have mentioned the usage of a password manager. This specific password
manager may be vulnerable if attacked with this tool. As seen in (Chen et al., 2012), browser embedded password
managers are possibly vulnerable to self-exfiltration attacks.

6.2.2 Stealing credentials

In a situation where a user would leave his device unlocked momentarily and someone could access it with
the unlocked wallets, the web local storage approach would be vulnerable because after initially unlocking the
account, the wallet does not require the password for any other action. The attacker could export the private key
or sign transactions. As for the others, they require always extra authentication at the moment of the signature,
such as a password or a pin code. So, even if the cloud accounts were to be unlocked, the attacker still could not
sign a transaction or access the funds with the multi-cloud or the hardware wallet approaches, as in Figure 30.

Another important aspect when evaluating security, is the number of different platforms and passwords that
must be compromised in order to perform a harmful attack and if access to the device remotely or physical is
necessary. Figure 31 presents the number of credentials required and if these were to be obtained, which degree
of access to the machine is necessary to perform an attack.

In the case of the web local storage approach, a single password is required to be compromised to have full
access to the wallet with access to the device, both physical or remote. It would also be possible to access
the wallet without access to the machine if the cache file where the encrypted data is stored could be obtained.
This file is unprotected and located in a browser’s folder. With both of these, it is possible to use the vault
decryptor tool (met), which exposes the mnemonic phrase that can be used to access the wallet on any device.
In multi-cloud approaches, it is necessary to compromise three different cloud providers and an extra platform,
which clearly shows the advantage of a multi-signature approach. The server and the password manager require
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Figure 30: Approach vulnerability to different techniques

authentication credentials but do not require any further access to the machine itself. The secure enclave would
require physical or remote access to the device. When something is to be read from the secure enclave, the user
needs to make an authentication, so it would be necessary to obtain the credentials and insert them to access
the keys. To compromise the hardware wallet approach it would be necessary to have physical access to the
device and access to the pin code.

A known common attack used to steal credentials is the key logger, which records the keystrokes of the
keyboard of a user and sends them to the attacker. This is possible if the user installed a malicious program on
its machine, for example. It does not need device access, because the user may install this program by himself.
Approaches that require physical hardware or the web local storage approach, that uses a local file, are not
vulnerable to this attack in its basic form. But, it could be assumed that if the program has the ability to record the
keystrokes would also have permission to access unprotected files on the machine. If that was the case, then
the web local storage approach would be compromised, as was explained above. The multi-cloud with server
and password manager approaches are vulnerable, as the accounts needed to be accessed are all protected
with credentials. If these are stolen, the attacker can access the wallet from any device, as seen in Figure 30.
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Figure 31: Required credential compromise and access for successfully exploiting each approach

6.2.3 Overall conclusions on wallet security

The final conclusion based on Figure 30 and Figure 31 show that the hardware wallet performed the best,
which was an expected result. The next best results are from the multi-cloud secure enclave approach, which is
not vulnerable to any of the selected tools and would require access to the device plus the credentials to perform
a successful attack. Between the web local storage and the other multi-cloud approaches, the web local storage
approach would be vulnerable to physical access to the unlocked account and fewer credentials would need to
be compromised when compared with the multi-cloud. So, we can conclude that the multi-signature approaches
offer stronger security because the attacker needs to succeed in exploiting multiple platforms.

These results help us conclude that having a separate device or secure enclave storing a cryptographic key
increases the security substantially. While having everything stored on the cloud or encrypted data on a file may
be dangerous if the user has malicious software installed with the purpose of stealing a specific type of wallet.
But, in this case, the increased number of credentials implies having better security.

6.3 C O M B I N E D U S A B I L I T Y A N D S E C U R I T Y A S S E S S M E N T

As a final summary, multi-cloud approaches are the most balanced in security and usability, performing well
in both. The multi-cloud with server approach has an advantage in usability, but performs identically to the
multi-cloud with password manager approach in terms of security, and is outperformed by the secure enclave
approach. This is mainly due to it being reliant on physical hardware similar to the hardware wallet, which is
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the best in terms of security and the last in usability. The web local storage approach performs similarly to the
multi-cloud with server in terms of usability but is inferior in security.

To conclude, we consider the multi-cloud approaches the most balanced and believe they could be an impor-
tant leap in the market of non-technical users, that is still not much explored. Being able to provide this amount
of security with little usability compromises could help prevent many wallet extorsions and attract many users to
this growing market.
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C O N C L U S I O N S A N D F U T U R E W O R K

In this dissertation, it was intended to combine different positive aspects of multiple crypto wallet implemen-
tations in a single product and provide its basic implementation. This would be objectively compared in security
and usability to other products in the market.

We started by studying the various existent crypto wallet approaches, as well as finding the ones that have
the bigger share of the market. We have concluded that the web wallets are the most used and that blockchain
interaction is an important characteristic of a wallet. It was also observed that multi-cloud was a little-explored
technique that could bring something new to the market. From that study, we conceived three multi-cloud ap-
proaches that were implemented and built on top of Metamask. These were essential to achieve our proposed
goal and a big contribution of our work. The frameworks used to evaluate security and usability of the crypto
wallets were built and proposed by us.

After performing objective tests using existing tools and known studies, we concluded that the multi-cloud
approaches were the most balanced in security and usability. They were not the best performers in security
or usability, as these places were occupied by hardware wallets and web local storage respectively. However,
the multi-cloud approaches performed very positively in security with very few compromises in usability, almost
matching the web local storage.

In a continuation of this work, it would be possible to propose more approaches and test them against the
same parameters and tests. An interesting proposal would be the usage of the personal smartphone, which
could possibly safeguard memory exploitation attacks and have a better security score. As most people already
carry a smartphone, this would not be considered an extra device needed and would not have as big of an impact
as the hardware wallet has on usability. It would be similar to the multi-cloud with secure enclave approach but
implemented on mobile. Although this approach was not implemented or explored in this work, due to time
constraints, we think it is worth exploring in future work.

To improve the proposed implementations and turn them into finished products, it is necessary to implement
the multi-cloud connection website with more cloud providers. In our simplified version, it was only used one
cloud.

In conclusion, we have achieved the goals proposed in the beginning, providing three basic implementations
of the new cryptographic key management approach, in the form of crypto wallets. We have also provided an
extensive objective comparison in a contemporary and ongoing subject that is still very unexplored and believed
to have an ambitious future.
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