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Abstract

Orchestration and Distribution of Services in Hybrid Cloud/Edge
Environments

The Edge Computing paradigm aims at leveraging the computational and storage capabilities of Inter-

net of Things (IoT) devices, while resorting to Cloud Computing services for more demanding processing

tasks that cannot be done at commodity devices. However, deploying distributed services across Edge

and Cloud nodes raises new challenges that must be addressed. Namely, the choice of what nodes run

each service component may be critical for ensuring an efficient service for users. For example, if two

critical components, that must frequently exchange data, are placed in different geographic locations, the

whole performance of the service will be affected. Therefore, these geographically dispersed environments

demand new orchestration and distribution systems for hybrid Cloud and Edge environments, based on

geographic location, service demand, business objectives, laws, and regulations.

This thesis proposes Geolocate, a generic scheduler for workload orchestration and distribution across

heterogeneous and geographically distant nodes. In more detail, it provides the design and implementation

of a scheduling and placement algorithm based on nodes’ geographic location and resource availability

and a fully functional prototype, integrating Geolocale with KubeEdge, an edge computing orchestration

platform based on Kubernetes.

The experimental results show that as the network latency and amount of data being transmitted

between nodes increases, so does the response time for applications resorting to these distributed deploy-

ments. Our evaluation of an e-commerce application shows that the use of Geolocate can reduce, relative

to KubeEdge’s default-scheduler, the average response time for requests by about 85%.

Keywords: scheduling, edge computing, containers, kubeedge
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Resumo

Orquestração e Distribuição de Serviços em ambientes híbridos
Cloud/Edge

O paradigma da Computação na Borda visa alavancar as capacidades computacionais e de armaze-

namento dos dispositivos Internet of Things (IoT), ao mesmo tempo que recorre aos serviços de Computa-

ção em Nuvem para tarefas de processamento mais exigentes que não podem ser feitas em dispositivos

comuns. No entanto, a implementação de serviços distribuídos através de nós na Nuvem e na Borda

levanta novos desafios que devem ser resolvidos. Nomeadamente, a escolha dos nós que executam cada

componente do sistema pode ser fundamental para assegurar um serviço eficiente para os utilizadores.

Por exemplo, se dois componentes críticos, que devem frequentemente trocar dados, forem colocados

em localizações geográficas diferentes, todo o desempenho do serviço será afectado. Assim sendo, es-

tes ambientes geograficamente dispersos necessitam de novos sistemas de orquestração e distribuição

para ambientes híbridos de Cloud e Edge, com base na localização geográfica, utilização dos serviços,

objectivos empresariais, leis, e regulamentos.

Esta tese propõe o sistema Geolocate, um scheduler genérico para orquestração e distribuição de

cargas de trabalho em nós heterogéneos e geograficamente distantes. Em detalhe, esta tese fornece

o design e implementação de um algoritmo de scheduling baseado na localização geográfica dos nós

e na disponibilidade de recursos, e ainda um protótipo totalmente funcional, integrando Geolocale com

KubeEdge, uma plataforma de orquestração computacional de borda baseada em Kubernetes.

Os resultados experimentais mostram que à medida que a latência da rede e a quantidade de dados

transmitidos entre nós aumenta, aumenta também o tempo de resposta das aplicações que recorrem

a estas implantações distribuídas. A nossa avaliação de uma aplicação de e-commerce mostra que a

utilização de Geolocate pode reduzir, relativamente ao scheduler por defeito de KubeEdge, o tempo médio

de resposta aos pedidos em geral em cerca de 85%.

Palavras-chave: escalonamento, computação em borda, containers, kubeedge
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1

Introduction

Despite being a reasonably recent trend, microservices are gaining increasing popularity in the industry.

In the last few years, with the advance of technological development in small devices with processing

ability and in the quality of internet networks, we have observed an increase in popularity and higher

market adoption of microservices architectures. Both in terms of new products, entirely built based on a

set of small intercommunicating services from the ground up, but also in terms of companies migrating

old monolithic applications to this architecture, microservices are an indisputable reality in the current

software development landscape [9, 50].

In this context, the microservices architectures provide an environment with the perfect conditions for

the Internet of Things (IoT) to proliferate. An IoT system consists of a set of interconnected heterogeneous

devices of low-power computing technology to connect and exchange data with other devices and systems

over the Internet [56]. Over the past few years, we have witnessed an innovation revolution in IoT. It is

predicted that by 2025, in the industrial area, 50% of companies will be using IoT solutions to improve

operations by generating and interpreting data in factories, a significant increase from the registered 10% in

2020 [45]. But IoT cuts across numerous areas with a wide range of possible applications. In medicine, the

use of health wearables or monitoring chips in organs. In the areas of smart cities and smart agriculture,

with the implementation of climate monitoring systems, soil quality, road traffic, among others [53].

However, as the amount of digital data being generated by IoT devices increases, it is imperative

to find scalable and resilient services that can store and process such information. Cloud Computing

emerges as a natural solution given the wide variety of available services for storing and processing large

quantities of data efficiently since most cloud providers offer a wide variety of on-demand services and

have virtually unlimited availability of resources [28]. However, transferring data between IoT devices

(producers) and cloud services (consumers) has a non-negligible cost and performance impact for data-

centric applications [26]. This cost becomes even more significant for scenarios where IoT devices are

deployed at remote geographic locations, which are far away from the cloud data centers. The success of

this type of service depends on their base systems to ensure geographic and temporal accessibility, with

reliability, efficiency, and scalability [6].

The concept of Edge Computing emerged to leverage the capabilities of the Cloud while reducing the

1



CHAPTER 1. INTRODUCTION

high latencies and security flaws inherent to the usage of cloud solutions [23], but seeking to bring their

advantages closer to the users, improving the quality of services, reducing energy and operational costs.

In more detail, the Edge Computing paradigm aims at the maximization of the computational and storage

capabilities of IoT devices while resorting to Cloud Computing services for more demanding processing

tasks that cannot be done at commodity devices. However, deploying distributed services across edge and

cloud nodes raises new challenges that must be addressed. Namely, the choice of what nodes run each

service component may be critical for ensuring an efficient service for users [59, 43]. For example, if two

critical components that must frequently exchange data are placed in different geographic locations, the

whole performance of the service will be affected.

Another challenge is the heterogeneity problem. IoT systems are usually formed by a composition of

several small heterogeneous devices with limited resources. Virtualization and orchestration technologies

such as Kubernetes [30], widely used in industry, are excellent for managing heterogeneous distributed

services running at heterogeneous cloud nodes [10]. Kubernetes allows the distribution and management

of various workloads across a wide variety of nodes. But there is still a problem, Kubernetes is built for

cloud infrastructures, thus not yet being prepared to accommodate other processing units, such as edge

devices.

1.1 Problem

KubeEdge was created to extend cloud orchestration solutions and manage containerized applications at

the edge, providing infrastructure support for network, application deployment, and metadata synchroniza-

tion between Cloud and Edge [29]. Based on Kubernetes, KubeEdge implements add-ons on the original

cluster to handle edge networking, node management, and data communication. However, KubeEdge

provides simple scheduling algorithms that only take into account the available resources of nodes when

deploying service components at these. When cloud and edge nodes are running in close geographic loca-

tions, the previous scheduling decisions are sufficient. However, when these nodes are far away from each

other and must frequently exchange data, the service’s latency is significantly affected and, consequently,

the experience of users.

We can consider the case of a real-time street data processing service, with sensors that produce

large amounts of information. Firstly, in terms of performance, the processing workloads must be close

to the data sources, which will decrease latencies and the pressure of data communication over the

network, increasing service response times. Other than that, legal compliance is an increasingly important

issue, the generated data may fall under specific data protection and privacy laws, such as the General

Data Protection Regulation 2016/67 (GDPR) [21], which limits the transfer of personal data outside the

European Union and European Economic Area.

2



1.2. GOAL AND CONTRIBUTIONS

1.2 Goal and Contributions

The main goal of this thesis, for these geographically dispersed environments, is to explore, design, and

implement new orchestration and distribution systems for hybrid cloud and edge environments, based on

geographic location, service demand, business objectives, laws, and regulations. Throughout this work,

we aim to achieve substantial improvements in scalability and quality of service levels by taking advantage

of Edge’s computational resources. In more detail, the proposed solution must be able to handle various

heterogeneous software and hardware environments and reliably ensure its performance requirements.

In particular, the protocol must be able to establish processing units on cloud or edge nodes, according

to the nature of the computation, the type and geographical location of the data.

To address the previous goals, in this work we propose Geolocate, a generic scheduler for workload

orchestration and distribution across heterogeneous and geographically distant nodes. Namely, this work

presents the design and implementation of an extensible scheduling engine that can be integrated and

used with different orchestration or cluster management tools. Also, we provide the implementation of a

scheduling algorithm based on the nodes’ geographic location and resource availability. As another con-

tribution, Geolocate’s scheduling engine is integrated with the KubeEdge orchestration solution to provide

a fully functional prototype.

The evaluation results of our fully-fledged prototype show that, under normal cluster conditions, where

data-producing workloads are relatively stable, Geolocate performs well in data processing times and ser-

vice response times. By reducing latency between data-producing and data-processing services, Geolocate

is able to decrease overall service response times by up to 85%, as exemplified for a real e-commerce ap-

plication.

1.3 Results

The work developed during this thesis resulted in the publication of a scientific paper in the workshop on

High-Performance and Reliable Big Data (HPBD’21) that was held co-located with the 40th International

Symposium on Reliable Distributed Systems (SRDS 2021) and is available at https://dsr-haslab.
github.io/repository/vpv21.pdf.

• Vilaça J, Paulo J, Vilaça R. Geolocate: A geolocation-aware scheduling system for Edge Computing.

Workshop on High-Performance and Reliable Big Data (HPBD), colocated with SRDS.

This thesis was done in the context of the Large Scale Collaborative Project of CMU Portugal, AIDA

(https://aida.inesctec.pt/). The full-fledged prototype, including Geolocate’s scheduling engine
and integration with KubeEdge, was integrated into the orchestration and deployment component of the

project, and is available at https://github.com/geolocate-orchestration.
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CHAPTER 1. INTRODUCTION

1.4 Document Structure

Initially, in Chapter 2, we present some background studies related to the Internet of Things and Edge

Computing. Next, we explore the state of the art related to the design and architecture of IoT environ-

ments. Then we analyze the current scheduling and resource allocation problems in hybrid cloud and

edge environments and some of the existing solutions. We then study the most used orchestration and

clustering systems in Edge Computing environments.

In Chapter 3, we first illustrate the design principles of Geolocate, presenting the problems it is set to

solve. Then we describe the implementation architecture used, showing the internal components of the

proposed scheduling system, their role, and their relationship with other elements.

In Chapter 4, we discuss implementation details related to the scheduling system, for example, node

and algorithm management. Finally, we discuss how we performed the scheduler’s integration with

KubeEdge.

In Chapter 5, we demonstrate and evaluate the results of tests to validate the utility and functionality

of our prototype. Then we also present and discuss the results of performance tests of a demo online sock

shopping application scheduled using Geolocate.

Finally, in conclusion (Chapter 6), we perform a general summary of our work and the objectives

achieved, and we discuss the contributions made and results achieved. We also discuss the solution’s

applicability and future work.

4



2

State of the Art

This chapter summarizes and presents the findings of our literature review. Initially, it provides a back-

ground on computing paradigms, their designs and architectures, evolution, and use cases. Next, we

present the findings on research related to resource allocation and scheduling mechanisms in hybrid

cloud and edge environments and orchestration systems for these same environments.

2.1 Background

IoT devices are simple sensors and actuators accessible over the Internet with small processing power.

They produce large amounts of data that must be sent to servers in remote data centers for processing.

Typically, IoT devices do not make intelligent decisions or take autonomous actions. Despite being smaller

than cluster servers, edge computing devices have considerable processing power and can have sensors

and actuators physically attached. These new devices enable the migration of processing tasks, previously

performed in centralized data centers, closer to the edge or in the edge itself, which in turn results in more

data examined with faster response times. Decision-making is thus moved closer to where actions need

to occur.

2.1.1 Internet of Things

The Internet of Things (IoT) is an architectural paradigm that defines a vast network of small electronic

devices capable of communicating with each other. Transversal to all areas such as industry, agriculture

and livestock, and the end consumer, IoT has an impact in our daily life.

Three broad categories have emerged to characterize the types of IoT-related applications [35]. First,

«Monitoring and Control», related to metrics collection and data from various systems. For example,

industrial production lines where applications collect energy consumption and production performance

data, or an agricultural field where weather conditions and soil moisture is measured and analyzed.

Secondly, «Big Data and Business Analytics», where applications use IoT devices to measure and

analyze business metrics related to user behavior patterns and market conditions. For example, retail
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stores collect data on the number of clients at various times of the day, the path of customers in the store,

among others. With that data, companies can make optimized management decisions such as product

placement to increase revenue.

Finally, «Information Sharing and Collaboration», were applications seek to improve the situation

awareness of those involved and reduce delays and distortions in information communication. For ex-

ample, retail store employees can have status tracker-related devices, which allow the store manager to

check who is available at any given time and quickly assign new tasks to those employees.

However, IoT includes a complex architecture. IoT devices in most applications generate a large amount

of data that needs to be aggregated and analyzed. Therefore, all this information processing would cause

an exponential increase in the response times of traditional centralized processingmethods on local servers

or in the cloud. Therefore, the data should be processed in a contextualized environment, using distributed

algorithms allowing the computations to occur closer to the data source. Nonetheless, these requirements

cause some challenges that the current implementations of IoT architectures have to solve.

One of the main concerns is related to the areas of cybersecurity and data privacy. IoT devices

generate, process, and exchange large amounts of data. Additionally, it is usual that data contains security-

critical or sensitive private information, thereby making it an attractive target for attacks. In recent years,

we have observed numerous attacks against industrial IoT systems. These strikes can result in money

losses, infrastructure damage and endanger human lives [42].

As another challenge, since IoT systems produce data at an unprecedented level, and the current cloud

architecture is not ready to deal with this volume of information, new solutions must assure scalability,

with computing resources becoming more geographically distributed to improve response times.

In parallel, we must note the characteristics of the devices and data created. Given the variety of IoT

device types, the managing components must ensure system interoperability to face a high heterogeneity

of devices and data by abstracting these software and hardware differences.

Finally, the adaptability of the infrastructure is also a concern for IoT systems. Most devices are

unreliable and do not guarantee high availability. Even the network conditions in most IoT architectures

are inconsistent and suffer constant changes [34].

2.1.2 Edge Computing

In a Cloud Computing approach, devices such as cell phones and sensors traditionally only act as pro-

ducers/receivers of data. Despite the services being located at the edge of the network, the cloud is

responsible for all data processing. Today, the amount of data circulating has increased substantially,

making it increasingly difficult for cloud frameworks to support the existing volume of data.

For example, in a social network service like Facebook, it is common for users to upload large images

and videos with high quality. These uploads require a large bandwidth to send the information to the

cloud and only there applied the computationally heavy compression techniques. This problem increases

exponentially with the large number of clients performing similar actions simultaneously. Edge Computing

6
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approaches aim to allow data processing to occur close to the data sources. Consequently, the services for

image and video reduction would be available closer to the clients, at the edge of the network, decreasing

the pressure on the grid, removing the load from the central servers, and resulting in improved response

times [46].

The Edge Computing paradigm has been evolving rapidly in parallel with IoT. The global Edge Com-

puting market size is expected to expand at a compound annual growth rate of 38.4% from 2021 to 2028,

with a forecasted revenue of USD 61.14 billion in 2028 [20]. Nevertheless, an IoT architecture would

benefit from an integration with the Edge Computing approach, due to its inherent characteristics and

necessities. In general, although limited, Edge Computing offers a relatively good computational capacity

and some disk space. But this reduction of available resources, when compared to a Cloud Computing

approach, is largely compensated by fast response times derived from the smaller latencies. Integrating

these two concepts would mean an evolution of the Edge Computing framework making it more distributed

and dynamic. Any IoT device with some computational capacity can become an edge node and integrate

a network of services for data provisioning or processing [60].

By adopting an Edge Computing architecture, it is possible to achieve considerable improvements in

end systems. Researchers have shown that through the simple use of Cloudlets (small scale data centers

at the edge of the network), reducing physical distance, it is possible to increase system predictability and

simultaneously reduce application response time [44].

A practical case of the benefits of implementing an Edge Computing-based architecture is an online

shopping service on mobile devices, an increasingly popular system nowadays. Considering several types

of customer requests, such as browsing items, adding an item to the shopping cart, among others, normally

all of these are made and logged in the cloud servers. In the cloud-only approach, all these requests are

highly dependent on the network speed and load of the central servers. Using edge nodes is possible

to cache items closer to the users, drastically reducing the latency of the vast majority of requests and

improving the quality of service in these operations. Only a portion of the requests, such as adding an

item to the cart, would be made to the cloud servers [46].

2.2 Related Work

The problem of resource allocation and scheduling in heterogeneous and distributed systems is a subject

that has been the matter of extended research at various levels [55, 14, 7, 19]. However, when we focus on

scheduling mechanisms that consider the geographic location of the nodes and the data to be processed,

there is less material available on the subject. And even then, most of the previous works focus only on

the proposal of algorithms for calculating the optimal placements, without practical implementations [52,

25]. Others are only implemented at the network level [5, 61, 4] or for Fog Computing approaches [8, 41].

7
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2.2.1 Resource Allocation and Scheduling

There is however some research related to the resource allocation and scheduling problem in hybrid cloud

and edge environments. Zenith [59], for example, is a new model for allocating processing workloads

on edge computing platforms. Previous work in the scheduling area assumes tight coupling between the

edge infrastructure and the service providers. Zenith uses a decoupled model, where the infrastructure is

independent of the service provider, arguing that it is possible to improve available resources usage and

decrease infrastructure costs. With this tool, the service providers first establish resource-sharing contracts

with the infrastructure providers in advance and then use the latency-aware scheduling algorithm to ensure

the defined latency requirements and allocate the resources globally and locally, as efficiently and fairly

as possible. Nevertheless, Zenith is only a proposal for an algorithm, but no practical implementation

or prototype was developed and published. The conducted experimental evaluation uses simulations of

the algorithm execution, and Zenith was never deployed or tested in a setup that replicates a production

environment.

Dyme [43] is a dynamic scheduling system for Edge Computing that aims to maximize network

throughput while providing end-users with the best quality of service. The authors designed Dyme to

solve the problems of latency and microservice completion time. The system schedules the available

tasks among the optimal microservices. The algorithm seeks to optimize the quality of service, through-

put, network delay, and price, considering several parameters. These include the optimal latency, price

factors, and the level of satisfaction of requests from both end-users and other microservices. Price factors

depend on the importance of different microservice operations. However, this system only provides the

mechanism for scheduling distributed processing tasks through replicas of microservices already deployed

in the cluster. Since Dyme does not manage the locations of microservices themselves, it can only op-

timize the parameters previously presented in the currently deployed infrastructure. In a heterogeneous

system with several microservices types, the capability to calculate the best location for each of them

is an essential requirement. It ensures the distribution of workloads in an efficient and fair way for the

end-users.

HYDRA [27] is a decentralized and distributed orchestrator for containerized microservice applications.

While it can manage heterogeneous resources across geographical locations and enables the location-

aware deployment of microservice applications via containerization, it is a completely new solution imple-

mented from the ground up. Thus, nor HYDRA nor the other presented solutions leverage the additional

orchestration features (e.g., pod abstraction, support for different storage drivers and backends, volume

management, maintainability, service discovery, load-balancing, and existing user base), as described in

Table 1, of mature solutions such as Kubernetes [10] and Nomad [38], the two most complete engines

for container orchestration in multi-node clusters [24].
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Table 1: Resource Allocation and Scheduling projects

2.2.2 Orchestration System

New scheduling systems for edge environments have to take advantage of existing edge orchestration

systems to be usable in real-case scenarios. As mentioned above, Kubernetes and Nomad are the two

most complete engines for container orchestration in multi-node clusters. Nonetheless, by being oriented

towards cloud environments, both lack infrastructure capabilities to deal with edge environments, espe-

cially in terms of network and node management related metadata synchronization. However, unlike in

Nomad, several frameworks extend Kubernetes cloud capabilities to the edge. Therefore we will focus on

Kubernetes-related solutions.

From these Kubernetes frameworks to edge environments, some stand out, such as MicroK8s [37], a

simple low-sized Kubernetes package that allows users to add edge nodes to a cluster and guarantees high

availability through a consensus algorithm. Akri [2] is a Kubernetes interface for Edge, and it dynamically

discovers nodes and provides an edge-oriented network protocol. However, both these tools, as seen in

Table 2, cannot create cluster resources in Edge Devices.

Kubernetes Cluster Federation [33] is an orchestrator of orchestrators, as it is composed of a series of

Kubernetes clusters, and introduces the concept of Cross Cluster Service Discovery, enabling developers

to deploy a service that is sharded across a federation of clusters spanning different zones, regions or

cloud providers. Despite enabling geographic distribution of workloads, the Kubernetes Cluster Federation

is, by definition, a multi-cluster, multi-cloud system that cannot operate in an edge computing paradigm

since it assumes an underlying high-performance network in each cluster.

Another alternative is KubeEdge [29]. It is a fully transparent abstraction for the Kubernetes API, which

allows the management of the cluster with edge nodes with kubectl, the Kubernetes command-line tool.

It ensures fault-tolerant and highly available communication between all nodes and provides lightweight

agents for the edge.

Given that none of the previous Kubernetes-based solutions provides scheduling algorithms based on

geographic locations, the work proposed in this paper builds on top of KubeEdge, which is further detailed

below, to provide such a solution. This technology, as shown in Table 2, provides all edge orchestration

features needed for a complete, efficient, and easy-to-maintain edge system. Furthermore, it is endorsed

by the Cloud Native Computing Foundation [15].
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Table 2: Orchestration System projects

2.2.2.1 KubeEdge

KubeEdge extends Kubernetes and allows the management of remote edge nodes and edge applications

deployments without changing the Kubernetes API. It provides edge controllers for node and workload

handling, a custom network protocol, and a distributed metadata storage, to support system faults and

offline scenarios where edge nodes are not connected to the cloud [29].

As depicted in Figure 1, the EdgeController module is responsible for managing the edge nodes. It

extends the Kubernetes default controller with edge capabilities, allowing the API Server to integrate the

edge nodes in the cluster. The network connection between the cloud and edge nodes is implemented by

EdgeHub and CloudHub. These modules are responsible for assuring a fast and reliable communication

interface between the cluster nodes.

In terms of workloads, edge applications and resources are configured and controlled by the Edged

module, a lightweight agent that packages all the edge node functionality into one process. This module is

also responsible for launching and controlling three other modules composing the system, the EventBus,

the DeviceTwin, and the MetaManager. These extra modules manage all external edge devices and data

handling.

This architecture allows KubeEdge to provide an offline network mode, ensure fault tolerance, and

high availability while efficiently supporting cross-platform and heterogeneous software and hardware en-

vironments. All of these while allowing a simplified development process, with an SDK for systems and

resource management, and maintenance [58].

One of the main components in KubeEdge clusters is the scheduler, a service responsible for attaching

pods, the single most basic instances of a running process in the cluster, to nodes in the system. For

each newly created pod or unscheduled pod, the scheduler selects a node to attach the application and

execute it.
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Figure 1: KubeEdge Architecture

However, since one can configure different resource requirements for pods (e.g., to define the mini-

mum CPU and memory necessary for the application to run), existing nodes need to be filtered according

to the availability of these resources. Briefly, the scheduler selects a suitable node in a 2-step operation. In

the first, the filtering step, it finds the list of nodes where it is possible to attach the pod. If the list is empty,

this pod cannot be deployed. When there is more than one possible node, we enter the scoring step, where

the scheduler sorts the remaining nodes by available resources to choose the most appropriate for pod

attachment.

However, The KubeEdge scheduler is still a very naive dynamic resource-provisioning mechanism

which only considers nodes’ resource utilization, therefore not being very effective [12]. For example,

when considering two cluster nodes in two different zones of the planet and a data-producing workload

near the first one, the default scheduler instead of choosing the first node to minimize network latency,

will ignore this geographic distance aspect and select any of the nodes.

Therefore, we created a geolocation-aware scheduling system for KubeEdge. With a focus on the geo-

graphic location of data-producing workloads, this system can minimize network latencies when deploying

consumer workloads and improve service response times.

2.3 Summary

Despite the growing developments and increasing popularity of IoT and Edge Computing systems, there

is still a long way to go for them to become more viable and efficient, becoming feasible alternatives to
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traditional solutions. In this perspective, one of the most critical problems that need to be solved is the

scheduling and orchestration of data processing services. The scheduling solutions should consider the

geographical location of the computing nodes and the systems that produce data.

A geolocation-oriented solution will reduce the dependability on the network speed, drastically reducing

the latency and, therefore, response times on the vast majority of client requests. By decreasing these

response times, systems will be able to handle larger volumes of data and take better advantage of available

computing resources.

12



3

Design and Architecture

In this chapter, we present and detail the design considerations and architecture of Geolocate, a geograph-

ically oriented scheduling solution. We describe the main principles for correct and efficient scheduling

of applications taking into account the geographical location of the nodes and the data sources. We also

illustrate the normal flow of execution of the system, its components, and the relationships between them.

3.1 Design Principles

First of all, the scheduling solution to be devised must be aware of the geographic location of nodes and

data sources. In more detail, accounting for the existence of a data-producing workload in a specific

location, the scheduler must be able to, given a corresponding data-processing workload, calculate the

best fitting node for its deployment. The selected nodes should minimize the distance between data

producers and consumers to improve network latency, data processing delay, and service response time.

As shown in Figure 2, the scheduler must be aware of the location of available computing edge nodes

at different granularities, namely their city, country and continent. When deploying a data processing

workload (Figure 2 - 1), the scheduler allows users to define the location (i.e., city, country, continent)

desired for running their processing workloads, for instance, closer to the corresponding data producers.

Figure 2: Geolocator’s Design Principles
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These user-defined locations can be specified as mandatory. In this case, if the desired location does

not have the necessary computational resources, the scheduler should return an error response, and the

workload’s deployment should be delayed until enough resources are available. If locations are specified

as preferred and a node at the desired location is not available, the scheduler selects the closest node

with available computing resources. After selecting the best node (Figure 2 - 2), the workload is deployed

(Figure 2 - 3).

In the second place, the scheduling solution must be generic to allow for its extensibility, particularly

concerning adding new scheduling algorithms. Since conditions are not constant, and each system or

application may have different requirements related to calculating the best node for scheduling workloads,

the solution must expose a simple interface that all implemented algorithms must follow. Therefore,

allowing the development of new scheduling algorithms to be restricted to the actual coding of the logic to

calculate the best placement of workloads across nodes.

Lastly, the scheduling solution must be integrable with different orchestration tools. Namely, it should

include internal mechanisms for abstracting the management of nodes and workloads from the framework

where it is being deployed, which allow it to abstract the specificities of those systems where it is used.

Thus, to integrate the scheduler with other systems the developer only needs to implement a connection

interface between the target system and the scheduling engine.

3.2 Geolocate

Following the specification mentioned above, we defined several interfaces and modules. The proposed

architecture follows the single-responsibility principle [22], encapsulating node and workload information in

data structures, facilitating the system’s extensibility. In Figure 3, we can observe the various components

that make up the Geolocate scheduler.

The scheduler-core component allows the creation of generic node selection algorithms for workload

placement. In this work, we present an algorithm that takes into account the geographic location of nodes

(for example, data-processing and data-producing). This component also offers several data structures

for indexing cluster information about nodes and workloads. Finally, the scheduler-core provides a public

interface with all the necessary methods to add, remove or update the cluster nodes and execute the

scheduling algorithm.

The scheduler-implementation integrates the scheduler-core, through its public interface, with the

target orchestration tool, for example, KubeEdge.

The NodeHandler, receiving all node changes made to the cluster (Figure 3 - A1), whether adding new

ones, editing (including current available resources updates) or removing existing nodes, is responsible for

keeping the scheduler-core with up-to-date information through the NodeManager (Figure 3 - A2). In turn,

the NodeManager maintains an internal structure with cluster nodes’ information.

The PodHandler is responsible for consulting/receiving cluster information about the existence of
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Figure 3: Geolocate Architecture

service workloads associated with the scheduler that are not yet bound to any cluster node (Figure 3 - B1).

When the PodHandler gets any pending workload, the placement algorithm is executed (Figure 3 - B2).

The algorithm fetches from the NodeManager available cluster nodes (Figure 3 - B3), excludes those that

do not match the workload requirements and that do not have enough available resources to support it

(Figure 3 - B4), and if any node remains, one is selected.

3.2.1 Generic Scheduling

Geolocate is a generic scheduling engine capable of distributing workloads on any cluster. Therefore, it

provides structures for representing nodes and workloads. We designed these structures to be compatible

with any orchestration technology, such as KubeEdge or Nomad. The engine also provides a simple

interface that allows four different operations, as shown in the code excerpt 3.1.

Listing 3.1: Geolocate Interface

1 i n t e r f a c e Scheduler :

2 ScheduleWorkload ( workload ) => ( node , e r r o r )

3 AddNode ( node )

4 UpdateNode ( oldNode , newNode )

5 DeleteNode ( node )

After the creation of a workload, the scheduler engine should be signaled, through the ScheduleWork-

load, to proceed with the calculation of the best node for the allocation of the given workload (Figure 4 -

1).

For the internal administration of the nodes, the scheduler exposes an interface for the creation and

management of nodes, which is independent from the underlying system (AddNode, UpdateNode, DeleteN-

ode). Node information may include, for example, name, available CPU, memory and storage resources,

geographic location, among others.
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When calculating the best node for workload allocation, the scheduler first checks the nodes’ speci-

fications for the requested requirements, for example, the CPU resources it uses, type of node needed,

preferred geographic location, among others (Figure 4 - 2).

Nodes that cannot receive the workload are then filtered out (Figure 4 - 3). For example, nodes that

should only run cluster management and configuration workloads or nodes that do not have the necessary

resources to receive the workload. Then, when mandatory geographic locations are specified, nodes from

different regions are also excluded from the configuration (Figure 4 - 4).

Finally, based on the chosen algorithm, the scheduler calculates the best node for the allocation (Figure

4 - 5). This algorithm can, for example, sort by best geographic location, taking into account the nodes

with more available resources. In the end, the scheduler picks the best-rated node and returns a response

to inform the cluster in which cluster node it should schedule the workload (Figure 4 - 6).

Figure 4: Scheduler Internal Flow

3.2.1.1 Node Management

As discussed earlier, the scheduling engine provides a data structure to abstract node information, as

shown in the code excerpt 3.2.

Listing 3.2: Node Structure

1 s t r u c t Node {

2 Name

3 Labels

4 CPU

5 Memory

6 }
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When the scheduler-implementation adds a new node to scheduler-core, it is stored in the system and

categorized by their labels, for example, the geographic location. The node is associated to the labels’

values in the scheduler-core internal structures.

To update a configured node, the system performs an internal search for the node’s identifier name.

Then it runs a merge patch on its stored configurations according to the new data submitted, whether

updating labels or available resources.

When deleting a node, the scheduling engine removes the node system information and its association

in each of its labels. The orchestration system should be responsible for deactivating the workloads running

on that node and subsequent rescheduling.

3.2.1.2 Workloads

The scheduling engine also provides a structure for workload representation that, at this point, is equal to

the structure of the nodes, but instead of representing resource availability, the fields represent resource

needs. Workloads can have labels used as preferences and constraints to be taken into account by the

algorithms. One constraint may be, for example, a required geographic location. Workloads also contain

information about the CPU resources and necessary memory that the nodes have available to guarantee

their correct execution.

Listing 3.3: Workload Structure

1 s t r u c t Workload {

2 Name

3 Labels

4 CPU

5 Memory

6 }

3.2.1.3 Algorithms

Given a possible integration with various orchestration systems and the future extensibility of the scheduler,

particularly in terms of the scheduling algorithms provided, Geolocate also provides an abstraction for new

scheduling approaches. Administrators can extend the engine with more algorithms, later chosen when

deploying the scheduler implementation.

As we can see in the excerpt 3.4, new algorithms need to expose two methods. The first one is to

query its identifying name, used for management purposes, namely the selection of the algorithm used

by the scheduler implementation. Second, the method for executing the algorithm’s logic for scheduling a

given workload. This method should return the node for allocation or an error message in case of a failure.
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Listing 3.4: Algorithm Interface

1 i n t e r f a c e A lgor i thm {

2 GetName ( ) => name

3 GetNode ( workload ) => ( node , e r r o r )

4 }

3.2.2 Location Algorithm

Algorithm 1 Location Scheduling Algorithm
Input: w Workload
Output: r (Node, error)
1: 𝑎𝑙𝑙𝑁𝑜𝑑𝑒𝑠 ← 𝑁𝑜𝑑𝑒𝑠
2: 𝑛𝑜𝑑𝑒𝑠 ← 𝑓 𝑖𝑙𝑡𝑒𝑟𝑁𝑜𝑑𝑒𝑠𝑊 𝑖𝑡ℎ𝑜𝑢𝑡𝑅𝑒𝑠𝑜𝑢𝑟𝑐𝑒𝑠 (𝑤, 𝑎𝑙𝑙𝑁𝑜𝑑𝑒𝑠)
3:

4: if 𝑙𝑒𝑛𝑔𝑡ℎ(𝑛𝑜𝑑𝑒𝑠) is 0 then
5: return (𝑛𝑖𝑙, 𝑒𝑟𝑟𝑜𝑟 )
6: end if
7:

8: 𝑤𝐿𝑜𝑐𝑎𝑡𝑖𝑜𝑛𝑠 ← 𝑔𝑒𝑡𝐿𝑜𝑐𝑎𝑡𝑖𝑜𝑛𝑠 (𝑤)
9:

10: if 𝑙𝑒𝑛𝑔𝑡ℎ(𝑤𝐿𝑜𝑐𝑎𝑡𝑖𝑜𝑛𝑠) is 0 then
11: return (𝑟𝑎𝑛𝑑 (𝑛𝑜𝑑𝑒𝑠), 𝑛𝑖𝑙)
12: end if
13:

14: if ∃𝑛𝑜𝑑𝑒 : 𝑔𝑒𝑡𝐿𝑜𝑐𝑎𝑡𝑖𝑜𝑛(𝑛𝑜𝑑𝑒) ⊆ 𝑤𝐿𝑜𝑐𝑎𝑡𝑖𝑜𝑛𝑠 then
15: return (𝑛𝑜𝑑𝑒, 𝑛𝑖𝑙)
16: else
17: if 𝑙𝑜𝑐𝑎𝑡𝑖𝑜𝑛𝐼𝑠𝑅𝑒𝑞𝑢𝑖𝑟𝑒𝑑 (𝑤) then
18: return (𝑛𝑖𝑙, 𝑒𝑟𝑟𝑜𝑟 )
19: else
20: 𝑛𝑜𝑑𝑒 ←
21: getNodeInSameCountry(wLocations.Cities)
22: ∨
23: getNodeInSameContinent(wLocations.Countries)
24: ∨
25: rand(nodes)
26: return (𝑛𝑜𝑑𝑒, 𝑛𝑖𝑙)
27: end if
28: end if

Geolocate provides a scheduling algorithm, depicted at Algorithm 1, that considers the resources

available at the nodes and their geographic location. The first step of the algorithm is to fetch the nodes
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registered in the scheduler and filter them, removing those that do not have enough available resources

to cover the requests by the workload (lines 1-2). Then, if there are no nodes after the filter is applied, the

algorithm returns an error stating that there are no nodes available to allocate this workload (lines 4-6).

The algorithm then processes the geographic location request for the workload (line 8). If there were

no geographic location requirements, the algorithm returns a random node from the cluster (lines 10-12).

Otherwise, once the algorithm gathers the information, it looks for a node that fulfills the localization claim

(line 14). If any node exists, the algorithm finishes its execution by returning that node (line 15). On the

other hand, if the algorithm could not find a matching node, there are two possibilities.

First, if the geographic location requested by the workload is mandatory, as it is not possible to satisfy

this restriction, the algorithm terminates its execution and returns an error (lines 17-18). If the given

geographic locations are preferred, the algorithm looks for a nearby node. Initially, the algorithm checks

the cities defined in the workload, looking for nearby nodes in their countries. If it still does not find one, it

applies the same method, but this time over countries, looking for nearby nodes in other countries (lines

20-26).
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Prototype

Previously, we discussed the design principles and the architecture of the presented solution. In this chap-

ter, we present the prototype implementation details. Also, we discuss the tools used, internal operation

details, and deployment/usage instructions.

4.1 Golang

A large part of cloud tools like Docker and Kubernetes are written in Golang. Since Geolocate integrates

very directly with many of these tools, using the same language greatly eases interoperability between

them, in terms of data structures, resource validations, library reutilization, and more.

Furthermore, Goland demonstrates excellent performance regarding parallel processing. KubeEdge

is capable of launching hundreds of workloads per second, and the scheduler has to be able to meet the

demand as quickly as possible. Golang provides easy-to-use concurrency primitives (goroutines) that are

directly mapped to threads in the operating system. Moreover, goroutines have their scheduler associated,

which avoids the overhead of system calls and the operating system thread scheduler, optimizing the

asynchronous execution of tasks [57].

4.1.1 Geographic Locations information package

For the calculations of the geographic locations, it was necessary to investigate solutions to manage country

and subdivision information. Fortunately, there were already projects in Golang that solved these problems,

such as the «gountries» package (Countries (ISO-3166-1), Country Subdivisions(ISO-3166-2)) [40].

A tool like this was essential because of configurations such as a node being in the city of Lisbon and

a workload to be deployed in Portugal. It was necessary to correlate Lisbon as a city of Portugal.

However, during development, some needs arose for which «gountries» did not yet have a solution.

Therefore, we had to contribute to this project by extending its functionality. For example, we created the

«FindSubdivisionByName» method, which returns information about a subdivision given its name. And

the «FindSubdivisionCountryByName» method, which given the name of a subdivision, returns information
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about its country. We also added the concept of a «continent» that did not exist yet and created continent

search methods.

4.2 KubeEdge Integration

For development and testing purposes throughout this project, we used KubeEdge as the underlying or-

chestration system. In terms of management and extensibility, KubeEdge provides one of the best archi-

tectures and APIs for the addition of new tools that increase cluster functionality.

Our scheduler-implementation for KubeEdge subscribes to information from KubeEdge. The first sub-

scription is related to information about nodes in the system, in which KubeEdge informs Geolocate when-

ever a node is added to the cluster, modified, or removed (Figure 6 - a).

The second subscription is related to information about new workloads. When a user creates an

EdgeDeployment, an extension on KubeEdge’s API resources described below, it creates a native Deploy-

ment with the configuration of our scheduler and the geographic location defined in the Pod attributes

(Figure 6 - 1).

Then, KubeEdge informs the scheduler that a pod to allocate exists (Figure 6 - 2). The scheduler

executes its internal flow and informs back KubeEdge of the node where it should place the pod (Figure 6

- 3), which, in turn, allocates it to the node (Figure 6 - 4).

Figure 5: KubeEdge Integration

4.2.1 Operator Pattern

As mentioned earlier, we have expanded the KubeEdge’s API by creating a new extension called EdgeDe-

ployment. To do this, we used the Operator Pattern [39], a Kubernetes design pattern that further extends

Kubernetes functionality. We created the EdgeDeployment Custom Resource Definition (CRD), which is

then built into the Kubernetes API, to abstract the low-level details of configuring geographic locations from

users. We also have an associated Custom Controller that handles instructions from the users to create,

modify and delete EdgeDeployments.
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4.2.1.1 Custom Resource Definition

The EdgeDeployment CRD defines a configuration fully managed and stored by KubeEdge, which provides

an OpenAPI v3.0 specification for users to create new EdgeDeployment resources [17]. Listing 4.1 shows

an example for a configuration of an EdgeDeployment resource (line 2). This configuration defines the

resource’s base metadata settings, such as the name (lines 3-4) and the specific settings associated with

an EdgeDeployment. These settings include the number of replicas of the service (line 6), the location

requirements (lines 7-12), and the execution settings, which follows the KubeEdge’s default workloads

specification, containing fields such as the image to execute, and the CPU and memory resources required

(lines 13-21).

Listing 4.1: EdgeDeployment Example

1 ap iVe r s i on : edge . geo loca te . i o /v1

2 k ind : EdgeDeployment

3 metadata :

4 name : example

5 spec :

6 r e p l i c a s : 1

7 p re f e r r edLoca t i on : # Or ‘ requ i redLoca t i on ‘

8 c i t i e s :

9 − Braga

10 coun t r i e s :

11 − Por tuga l

12 − Spain

13 template :

14 spec :

15 con ta ine rs :

16 − name : t es t −app

17 image : ng inx : l a t e s t

18 resources :

19 requests :

20 memory : 64Mi

21 cpu : 250m

4.2.1.2 Custom Controller

As previously mentioned a Custom Resource needs to have an associated controller [16] to handle instruc-

tions from the users to create, modify and delete EdgeDeployments.
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Whenever the user executes an instruction in KubeEdge to create, modify or remove an EdgeDeploy-

ment resource (Figure 6 - 1), KubeEdge communicates to the Custom Controller the new configuration

applied so that it can reconcile the state stored in the cluster with what was applied by the user (Figure 6

- 2). The reconciliation phase can include any logic in which the controller can perform actions on the

cluster to respond to the changes applied by the user (Figure 6 - 3). In the example shown at Figure 6,

this could mean that since the preferred location of the workload was changed, the controller can recreate

the workload so that the scheduler can place it again into the correct location.

Figure 6: EdgeDeployment Controller Flow

4.2.2 Scheduler Integration

The geolocate-scheduler is responsible for calculating and selecting the cluster node where the user’s pod

(workload) should be placed and inform KubeEdge. The entire process of deploying and managing the
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pod on the node is the responsibility of other KubeEdge components (Figure 7 - 6).

In terms of implementation, the geolocate-scheduler subscribes to the KubeEdge’s Node Informer [31]

to receive alerts about all changes to nodes in the cluster (Figure 7 - A), allowing it to stay up to date on

what nodes exist, what their configurations are, and what available resources do these have.

Whenever a new node is added to the cluster, or its available computational resources (e.g., CPU, RAM)

are updated, geolocate-scheduler reads the total resource capacity of the node and the configurations of

the pods running on it. From the pods’ information about their resources needs, the scheduler estimates

the total used resources on the node at that time. The node geographical location is extracted from the

node labels, manually configured by the system administrator, but future work may include the dynamic

calculation of node location in this step.

Secondly, geolocate-scheduler also subscribes to the Pod Informer [32] to be notified of new pods that

are not bound to any cluster node and need to be scheduled (Figure 7 - B). When there is a new pod that

needs to be scheduled, the algorithm fetches the location configuration from the pod specification and

iterates all nodes trying to get any in the selected location (i.e., given city, country or continent) (Figure 7

- 4).

If the system finds a suitable node, the algorithm finishes and the scheduler instructs KubeEdge to

bind the pod to that node (Figure 7 - 5). Otherwise, there are two hypotheses. If the location was specified

by the user as mandatory the scheduler throws an error, and the pod remains unbounded until a suitable

node is available or the EdgeDeployment resource is deleted. If the location was specified as preferred,

the system looks up nodes in a broader area, as close as possible to the desired one. In more detail,

if a node is not available at the requested city, then the algorithm searches for a free node at the city’s

country. If no nodes are available at that country, then the algorithm checks for an available node at

the corresponding continent. Note that, for a given workload, a user can specify several cities as viable

deployment options. In this case, the previous algorithm is similar but it searches first for nodes at the

cities, then at all the countries of specified cities and, finally at the corresponding continents. Since, the

location is just a preference, if a suitable node could not be found at this point, a random available node

in the cluster is selected. Again, if no nodes are available geolocate-scheduler throws an error, and the

workload’s deployment is delayed until a node is available or the EdgeDeployment resource is deleted.

4.2.3 Scheduler Deployment

To deploy the geolocate-scheduler, we need to build the container image, upload the image to the container

registry and then launch it in the cluster. In KubeEdge, we can treat a scheduler like any other application

and deploy it using a Deployment configuration. However, the geolocate-scheduler requires extra permis-

sions to function and register itself as a scheduler in the cluster. Therefore we created a ServiceAccount

for the scheduler, later associated to a ClusterRoleBinding, which assigns the «system:kube-scheduler»

role.
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Figure 7: KubeEdge with Geolocate Architecture
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5

Evaluation

In this chapter, we present the experiments we performed in order to validate the usefulness and func-

tionality of Geolocate’s full fledged prototype. Next, we show an evaluation that assesses the potential

gains of a scheduling solution that takes into account the geographical locations of the nodes. Also, we

show the performance results for an application representative of a real system, depending on whether

its components were scheduled with and without taking into account the geographic location of cluster

nodes.

5.1 Setup

For all experiments, we launched a KubeEdge cluster using 6 commodity servers. Each node had an i3

CPU (4 cores at 3.7 GHz), 8 GB of RAM and a 128 GB SSD disk. Hosts were connected over a shared

Gigabit Ethernet network.

Since our scheduler proposes an efficient geographical distribution of data processing workloads ac-

cording to the location of corresponding data producers, it is important to ensure that our cluster correctly

simulates a global distribution of nodes. As it was not possible to conveniently arrange and test our system

with nodes effectively distributed over wide geographic regions, we locally simulated the latency between

them as described in Table 3.

City Dublin Lisbon Sydney Tokyo
Dublin - - - -
Lisbon 58 - - -
Sydney 274 312 - -
Tokyo 240 250 160 -

Table 3: Global latency statistics in milliseconds extracted from https://wondernetwork.com/
pings.

To apply this latency to the cluster, we used Chaos Mesh [1], a tool that features fault injection methods

for complex systems on Kubernetes. Using the NetworkChaos Experiment, we considered each of the
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cluster Edge nodes to be in a city mentioned in Table 3. We then configured a Network Delay action

between them and every other Edge node with the desired latency, causing the expected delays in message

sending between pods deployed on those nodes.

5.2 Microbenchmark

Our first experimental goal was to verify whether the use of scheduling algorithms, taking into account

the geographical location of the data to be processed, results in substantial improvements in application

performance and quality of service. To this end, we measured the variation of response times of a data

processing workload as a function of the geographic location of the node where it is scheduled, taking into

account that the data producer is located in a fixed node and consequently in a fixed region.

5.2.1 Methodology

In the tests, we simulated an IoT-related data stream processing system. We created two workloads to

replicate the processing of energy consumption data collected from an Irish power grid. The grid contained

at the time of the dataset publication 6435 sensors. Each of those sensors emitted readings every 30

minutes, and over 500 days of observations were collected in the final file [36].

Some previous work conducted experimental runs measuring the execution times of processing this

dataset. In those runs, the final producing rate was 10000 messages per second, and the execution time

of a workload to parse the collected XML data was about 3.1ms for each message [49].

For this simulation, we created two applications. First, we developed the application to simulate the

data creation. It produces messages at the fixed rate of 10000 messages per second. The workload sends

the messages to an MQTT broker, implemented locally on the same node.

Second, we created an application for simulating the parsing of the XML data. This workload pulls

messages from the MQTT broker and simulates a data processing task that takes a fixed time of 3.1ms

per message.

The latter application allows the configuration of distinct execution parameters. We can set up a

variable number of threads processing data in parallel, replicating a more real-life scenario. We can also

configure the size for a local message queue, allowingmessages to be collected parallelly from the producer

and stored in the message queue while no processing threads are available.

In these experiments, we always deployed the data-producing application in Dublin, and we rotate the

geographic location of the data processing workload between Dublin, Lisbon, Tokyo, and Sydney.

The test workloads were run on the cluster using two different schedulers and varying the execution

parameters. First, we set a fixed message queue size of 0 messages and varied the number of threads

between 4, 8, 16, and 32. Subsequently, we set the message queue size to 128 and again varied the

number of threads between 4, 8, 16, and 32. For each of these configurations, we ran the experiment 10

times with both the KubeEdge default-scheduler and the geolocate-scheduler.
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In this phase, we want to measure the time delay from when the producing workload creates each

message until the processing workload finishes the XML parse task for that message. We want to under-

stand the effects of the latency times caused by the different geographical locations of the nodes in the

time it takes to process the first 5000 dataset messages.

5.2.2 Results

After running all the tests with the different configurations and collecting the data regarding the processing

delays of the issued messages, we performed two types of analysis. Firstly, the comparison of the variation

of delay times according to the geographic location of the processing workload. And then the variation of

delay times according to the scheduling system used.

5.2.2.1 Comparison per Region

As mentioned above, the first point of analysis was the average message processing delay as a function

of the geographic region in which the processing workload is located.

Figure 8 shows that in the configurations considered, namely using 4 and 32 threads with both queue

sizes at 0 and 128, the geographic proximity between the producing workload and the processing workload

has a considerable impact on the average message processing delay.

Considering the configuration (4 threads, 0-queue), in Figure 8 - (a) we observe that the 5000th

message, when the processing workload is in Dublin, is processed with a delay of about 46 seconds. On

the other hand, if this workload is in Sydney, the message processing delay grows to about 686 seconds,

a 1391% increase.

We observed improvements when considering 4 threads with a 128 message queue size, which allows

some messages to be stored locally for later processing. At Figure 8 - (c), and considering the processing

workload in Dublin, the processing delay of the 5000th message drops from 46 seconds (with queue

size at 0) to 1.66 seconds. However, if the processing workload is in Sydney, the improvement is only 5

seconds in the 5000th message, going from 686 seconds (with queue size at 0) to 681 seconds.

Considering a message queue size of 128, in Figure 8 - (d), we verify some improvements in the

message processing delay, mainly in the most distant regions. When the processing workload is in Dublin,

the processing delay for the 5000th message goes from 1.66 seconds in the configuration (4 threads,

128-queue) to 1.55 seconds. However, when the processing workload is in Sydney, the processing delay

for the 5000th message goes from 682 seconds in the (4 threads, 128-queue) configuration to 82.22

seconds. This difference corresponds to a decrease of about 88%.

Still, the performance differences between the geographic regions chosen for deploying the processing

workload are quite visible. For instance, in the best configuration, depicted at Figure 8 - (d) (32 threads,

128-queue), the difference in processing delay for the 5000th message when choosing Dublin or Sydney

is 80.67 seconds, which corresponds to a 5205% increase between them.
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Figure 8: Message Processing Delay between Regions

It is clear the negative influence of high latencies between the systems that produce and consume large

amounts of data for different services. Clients using services operating under these conditions observe

high response times because of the high latencies between data-producing and data-processing systems.

5.2.2.2 Comparison per Scheduler

Next, we disregarded all the other factors that may condition the placement of workloads besides the

geographical location of the data, such as node priorities or balancing their available resources. In these

conditions, we know that the default-scheduler places with equal probability the workload on any of the

available nodes.

In the best case scenario, with a probability of 25% in this setup, the default default-scheduler places

the processing workload in the Dublin node, the one with the lowest latency to the data producing service.

The worst case scenario also has a probability of 25% in this setup. In this case, the default-scheduler

places the processing workload in Sydney.

Using the geolocate-scheduler, the data processing workload is always scheduled in the region defined
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by users. Therefore, if there are enough available resources and the Dublin location is specified by users,

the workload is always placed in Dublin. Therefore the low latencies ensured by the geolocate-scheduler

always translate into lower message processing delays.

Analyzing the experimental results of these placements, in Figure 9 - (a) we observe that the average

message processing delay, using a queue of size 0, is around 424 seconds with 4 threads. Increasing

the processing parallelism with the use of 32 threads, we verify that the delay decreased to about 34.64

seconds. Subsequently, raising the message queue size to 128 did not cause considerable variations in

the average message processing delay. In Figure 9 - (b) we observe that, with 4 threads, the processing

delay decreases from 424 seconds to 412 seconds, and in tests with 32 threads, we observe a value

decrease from 34.64 seconds to 34.59 seconds.
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Figure 9: Message Processing Delay using the default-scheduler

On the other hand, using the geolocate-scheduler, in Figure 10 - (a) we observe that with a message

queue size of 0, the average delay in processing the 5000th message using 4 threads is 45.82 seconds

and, when using 32 threads, the delay is around 2.06 seconds. In the geolocate-scheduler, we see the

best impacts of using a message queue. Increasing the queue size from 0 to 128, in Figure 10 - (b) we

observe that the 5000th message processing delay using 4 threads drops to 1.66 seconds. And, when

using 32 threads, the delay decreases to 1.56 seconds 1.

So directly comparing the best results of each of the schedulers, both with the configuration (32-thread,

128-queue), in Figure 11 we can observe the best average processing delay times for all messages.

1Please note the difference in scale on the Y’s axis between Figure 9 and Figure 10. In Figure 9, the Y’s values range
between 0 and 450. In Figure 10, the Y’s values range between 0 and 50 on graph (a) and between 0 and 1.8 on the graph
(b).
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Figure 10: Message Processing Delay using the geolocate-scheduler

On average, in the 2500th message, the processing delay using default-scheduler is about 23.16

seconds while using geolocate-scheduler is 0.81 seconds. This difference of 22.35 seconds corresponds

to a reduction of 96.5%.

In the 5000th message, the reduction is even more significant. While using the default-scheduler the

delay is around 45.56 seconds. Using the geolocate-scheduler is the delay rounds the 1.55 seconds. A

reduction of 44.01 seconds, about 96.6%.
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Figure 11: Schedulers direct comparison
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5.3 Sock Shop

To test the difference derived from using geolocate-scheduler versus default-scheduler in a situation closer

to a real system, we decided to use the Sock Shop application, a microservices demo application that

simulates an e-commerce website that sells socks [51].

This application is composed of several distinct components as shown in Figure 12, such as frontend

services, backend services, and message brokers. In addition, the Sock Shop microservices are heteroge-

neous, developed using several different technologies such as Java, Golang, and Javascript. This variety

helps closely represent the complexity of today’s software systems.

The Sock Shop project already has predefined configurations to deploy the complete application on

Kubernetes [48]. These settings are compatible with KubeEdge and have been used to deploy using the

default-scheduler. To use geolocate-scheduler, we adapted these configurations by changing the ‘apiVer-

sion‘ to use the controller associated with the geolocate-scheduler and we set the required location in the

Deployment spec as desired.

Figure 12: Sock Shop architecture

5.3.1 Methodology

For the experiments, we used a load testing tool provided by the Sock Shop project [47]. This tool uses

the Locust framework, which allows the simulation of users in a distributed way by using event-driven
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programming, thus enabiling the testing tool to simulate up to thousands of concurrent users using the

application [3].

Locust generates at the end of the execution detailed statistics related to requests and response times,

both globally and per requests type. Therefore it is possible to recreate real end-usage of the application

and to simulate a realistic load on the system.

Initially, we launched a Sock Shop instance locally and executed each of the requests made by the

load test. For each request, we traced the communications between each of the microservices to map

the connections between them. From that information, we compiled the flow of each request, as shown

in the Table 4, where we can observe which services are most accessed by the load test requests. These

should be closer to the client to decrease the latency and consequently the average response time of the

load test requests.

Request Accessed Microservices
GET / frontend
GET /basket.html frontend
DELETE /cart frontend ->carts ->carts_db

POST /cart
frontend ->catalogue ->catalogue_db
frontend ->carts ->carts_db

POST /orders

frontend ->user ->user_db
frontend ->orders ->orders_db
orders ->user ->user_db
orders ->user ->user_db
orders ->user ->user_db
orders ->carts ->carts_db
orders ->payment
orders ->shipping ->rabbitmq_server ->queue_master

GET /catalogue frontend ->catalogue ->catalogue_db
GET /category.html frontend
GET /detail.html frontend ->catalogue ->catalogue_db

GET /login
frontend ->user ->user_db
frontend ->carts ->carts_db

Table 4: Accessed Microservices for each Sock Shop request

In this test, we considered that in each geographic location, because of resource limits, we can only

have 5 Sock Shop application components. Furthermore, we assumed that no component can be placed

in Lisbon. There we only deployed a client accessing the application, in this case, the Sock Shop load test

service.

Given the most accessed microservices, the best case placement of microservices is as shown in

Figure 13. In the region closest to Lisbon, Dublin, we placed the ‘frontend‘, ‘carts‘, ‘carts-db‘, ‘catalogue‘,

and ‘catalogue-db‘ microservices. Then, in the second nearest region, Tokyo, we placed the ‘user‘, ‘user-

db‘, ‘orders‘, ‘orders-db‘, and ‘payment‘ microservices. Finally, in Sydney, the furthest region from Lisbon,
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we placed the ‘shipping‘, ‘rabbitmq-server‘ and ‘queue-master‘ microservices.

Figure 13: Service Distribution

When using the geolocate-scheduler, we configured the aforementioned geographical distribution for

each microservice deployment. The scheduler always tries to deploy each application in the requested

region. In the default-scheduler, we use the generic configuration provided by the Sock Shop project.

For each scheduler, we executed five runs of the load-test and collected the geographic locations of

each workload and the global and per-request response times. In each run, we configured the load-test to

simulate 100 concurrent users. Each user executed 100 requests, 11 executions of each request type.

5.3.2 Results

By analyzing the Figure 14, we can observe that for all types of requests made by the load-test to the

application, the response time is always lower when using the geolocate-scheduler instead of the default-

scheduler.

The request with the highest average response time is, with both schedulers, the «POST /orders».

In this request, with the default-scheduler, the median response time is 4015ms. With the geolocate-

scheduler, this value is 723ms. A reduction of about 81%. We can also observe that the performance with

geolocate-scheduler is much more consistent than with the default-scheduler. With the default-scheduler,

the range of average response time values is 3837ms, with the maximum being 5595ms and the minimum
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1758ms. On the other hand, geolocate-scheduler has a range of 254ms, with a maximum of 823ms and

a minimum of 569ms.

The request with the lowest response time in both schedulers is «GET /». In this request, the default-

scheduler presents the highest median value of 629ms. The geolocate-scheduler shows a value of 121ms,

a reduction of about 80%.
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Figure 14: Average Response Time per Request

In Figure 15, we can see a global comparison of the application’s response times according to the

scheduler used. Using the default-scheduler, the average of response times in the overall requests is

1269ms. The range recorded between the maximum value and the minimum value is 5090ms. Observing

the values when we used the geolocate-scheduler, we see that the average response time for requests drops

to 189ms. This change represents a decrease of about 85% compared to the default-scheduler. The range

recorded between the maximum and minimum average response time values is much lower than with the

default-scheduler as well, 703ms.
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5.4 Discussion

The results obtained show that, as expected, the increase in latency causes an increase in the response

times of applications and that, in systems that handle an increasing number of data requests, this impact

is cumulative, reaching high values, as demonstrated in Figure 8 graphs. Since Geolocate accounts for and

mitigates the geographic location problem, it is able, in certain use cases, to reduce message processing

delays by almost 97%, as shown in Figure 11.

In a more common use case, using an e-commerce system in an Edge Computing environment, the

results also show that the impact of latency on response times is high and that the use of Geolocate can

reduce, when compared to KubeEdge’s default-scheduler, these response times by about 85%, as shown

in Figure 15. It is also noteworthy that the response times with the use of Geolocate are much more

predictable, with low variability of the response time values in each request, reaching almost zero in some

cases.

36



6

Conclusion

Edge computing has emerged as an important paradigm that moves the computation and data storage

of distributed services closer to users. While virtualization technologies, such as containers, have eased

the task of running distributed services in heterogeneous edge hardware, these are still lacking adequate

scheduling and orchestration algorithms that can place computation near data producers.

This thesis presents Geolocate, a new scheduling solution suitable for data-centric workloads being

deployed at geographically distributed Edge environments. The proposed scheduler is integrated with

KubeEdge, a state of the art orchestration system that is based on Kubernetes and maintains a similar

interface for portability and ease of adoption purposes.

We validated the utility and functionality of Geolocate with experiments that validate the impact of

latency and geographic distance between production and data processing services on message processing

times. We then assessed Geolocate’s performance benefits with an application that simulates a real e-

commerce application. The results show that the use of Geolocate can reduce, relative to KubeEdge’s

default-scheduler, the average response time for requests by about 85%.

6.1 Future Work

The work presented at this document opens the way to study various research questions. Currently,

Geolocate is dependent on some manual input from the service administrator to set up node geographic

location information in nodesmetadata, a process that can be automated through IP geolocation estimation

techniques [18, 13] adapted to Edge systems. Geolocate can also be enhanced to collect additional

historical information about the amount and type of data exchanged between the different services in

conjunction with monitoring tools. Geolocate algorithms could then make better scheduling decisions

based on that knowledge through machine learning techniques already used in systems such as underlay

networks [11] or in cloud-only environments [54]. Secondly, it is essential to examine the scalability and

fault tolerance of Geolocate by understanding and testing its behavior on large-scale systems with a high

number of nodes and service replicas. Finally, given the genericity of Geolocate, its integration with other

orchestration systems such as Nomad can be studied and implemented.
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